# home

revise map and reduce implementation

#website to learn python->data-flair python-->https://data-flair.training/blogs/python-tutorials-home/

# Must know things in python

* Class name should be in Pascal case : CarModel
* Variables/methods should be in snake case: user\_age
* You can update a dictionary using a[2]=3 or a.update({3:4})
* OOPS, declaring a class.

# file names and file path operations and other file related operations:

-filepath in windows are seperated by \

whereas filepath in mac os and linux are seperated by /

so inorder to generate a script that can traverse over different operating systems independantly we can use os module.

if the file named sample.txt is in folder 1.3 which is in folder 1.2 which is in folder 1 which is in c drive

then by simply using

path=os.path.join(folder1,folder1.2,folder1.3,sample.txt)

print(os.sep) #explains what type of seperator does the os uses

os.getcwd() #will return the current working directory in string format

if you give any folder or file without any path then the interpreter assumes that the file is in current working directory, it choses to analyze relative path (cwd does not have any relation to the location of interpreter or compiler).

os.chdir(path) can be used to change the cwd to the required path

paths can be classified as two types:

1:absolute file path: this file path is configured right from the root folder and it stays the same even if the cwd changes

2:relative file path: this file path is in relation to cwd and if it changes the path also should change inorder to be appropriate

in relative file path we have two conventions:

. -> current directory or current folder

.. ->parent folder

. is are used when we know what are the files that are present in current folder i.e, for example i know c: will have users folder inside

ex: ./python/sample.py

here in the current directory it will check for python folder and then it looks for a file named sample with py extension

.. is used when we want to move to parent folder and traverse from there to another path, it is done like this cd ../ will change cwd to parent directory

another example is ..\sample\vini.txt what happens here is from the current directory it will move to parent folder and then opens folder named sample and then opens a file named vini

below are some of the methods we use in path traversing

os.path.abspath(<filename or folder name or relative path>) # the output will be the cwd+<filename or foldername> this is useful when we have to create a folder or file in the cwd

similarly we can also create folder or path in the parent or grandparent directory:

creating file or folder in parent directory: os.path.abspath('../<file or folder>')

creating file or folder in grandparent directory: os.path.abspath('../../<file or folder>')

-os.path.isabs(path): this will return true if the path passed is an absolute path else it will return false, it will return True if the given absolute path does not exist in real

-print(os.path.relpath(r'C:\Users\saivinil.pratap','c:\\Users')) #output:saivinil.pratap

this will print the relative path from the second parameter and will not throw error if the second parameter is not a parent or grandparent or so, it will just return the maximum match possible

-os.rename(old\_name(withpath),new\_name(withpath)

ex:print(os.rename(r"C:\Users\saivinil.pratap\Desktop\teams online.py",r"C:\Users\saivinil.pratap\Desktop\teamonline.py"))

-os.path.dirname(path)# this will return the **parent folder absolute path** of the last folder

Ex: print(os.path.dirname(r'C:\Users\saivinil.pratap\jupyter useful notebooks\abc\def\ghi.txt'))

# output: C:\Users\saivinil.pratap\jupyter useful notebooks\abc\def

-os.path.basename(path) # this will return the last file or folder (if file is not passed only folder path is passed) of the path passed

-os.path.exists(path) # will return True if the path exists in real in the os , else false

-os.path.isfile(path) # will return True if the path passed is a file , else false #it does not just decide merely by checking if the last part of the path has an extension or not, even if you pass a file which does not have any extension, then also it returns True

-os.path.isdir(path) #will return True if the path passed ends with a folder, not a file, else false

isdir and isfile return true only if the **file or directory exists in real**, else false

-os.path.getsize(path) #will return the size of file or folder in bytes

-os.listdir(path) will return all files and paths under the current path, will raise an error if path doesnot exist in real, **does not go recursive.**

-os.makedirs(path) will create folders , the input path passed must be real and it can be absolute filepath or relative filepath

the root folder is the starting folder or the lowest folder, in windows it is C:\\ in mac or linux it is /

--copy and rename commands

import shutil

shutil.copy(filepath,directory) #this will copy the file from filepath to specified directory

shutil.copy("C:\Users\saivinil.pratap\Desktop\python\_virtual\_env\pyvenv.cfg",C:\\Users\\saivinil.pratap\\Desktop\\vinil.txt) #this will copy the pyvenv file from current file path and it will paste with a new name called vinil in desktop

shutil.copytree(source\_path,destination\_path) #this will recursively copy all folders from source path untill end into destination\_path, if destination\_path does not exists , then it will create and then perform copy operations

shutil.move(file/folder path,destination\_path)#this will recursively move all folders and files from specified source to destination path if destination\_path does not exists , then it will create and then perform copy operations

shutil.move(file path, destination\_path)

ex:shutil.move(r"C:\Users\saivinil.pratap\Desktop\python\_virtual\_env\pyvenv.cfg",r"C:\Users\saivinil.pratap\Desktop\python\_virtual\_env\pyvenvs.cfg")

# this will move file from source to destination path and if you declare destination path with extension newfilename.txt, ex:r'D:\b\name.txt' this is technically renaming the file as the contents from old file are moved to a new file with different name

#can also be used to rename it by specifying the same directory path,but with a different file name

ex:shutil.move(r"C:\Users\saivinil.pratap\Desktop\python\_virtual\_env\Scripts\python automation scripts\vpn.py",r"C:\Users\saivinil.pratap\Desktop\python\_virtual\_env\Scripts\python automation scripts\vpncopy.py")

--temporary and permanently delete commands:

os.unlink(r"C:\Users\saivinil.pratap\Desktop\sample\_folder\Account.class")#this will **permanently** remove the file from the memory,check if it can delete a directory (with files inside it) as well

os.rmdir(r"D:\b")# will delete the folder in the path **permanently** will work only if the directory is empty

shutil.rmtree(r'D:\b') #will start deleting **permanently** the folder and its contents recursively including b folder

# you can avoid this by performing a dry run where you comment the delete command try first printing the paths and then checking them and uncomment and carry on..

import send2trash

send2trash.send2trash(r"C:\Users\saivinil.pratap\Desktop\Capstone Project")#this will **move the file or folder from its location to recycle bin** instead of deleting permanently

-to traverse over a directory:

path=r"D:\A"

for folder\_name,sub\_folders,file\_names in os.walk(path):

'''

this is just to navigate the current folder and go till the very end,

this is helpful when you want to check many folders which have different types of files and folders

you can use regex or other function to find particular set of files(with particular extensions) or folders

you can use **deleting syntaxes such as unlink or copying syntax such as copytree or any other command of your choice to delete or move files to a new locations** in the below loop

'''

print('the folder is '+folder\_name)

print('the subfolders in the '+folder\_name+'is '+str(sub\_folders))

print('the filenames in the '+folder\_name+'is '+str(file\_names))

print()

--in python we can open a file in 3 modes

f=open(file,mode)

3 modes(all extended modes will have basic conditions, example w+ will create a file if doesn't exist and):

1:r -> opens a file for reading, it is default mode ,cursor is placed at starting

2:w -> opens a file for writing, if a file is already existing it's content is deleted and writing starts again, if not creates a new file with the filename provided

3:x -> opens a file for e'X'clusive creation i.e, creates a file if it doesn't exist, else throws an error

4:a -> opens a file for Appending data, appends data at the end of the file,creates a new file if it does not exist

5:t -> opens a file in text mode, it is default mode

6:b -> opens a file in binary mode, used for scientific computations

7:rb -> opens a file to read in binary mode

8:r+ -> opens a file to read and write mode,file pointer is placed at beginning of the file

9:rb+ -> opens a file in reading and writing in binary format,file pointer is placed at beginning of the file

10:w+ -> opens a file for writing and reading ,creates a file if doesn't exist and erases the existing content if file exist

+ -> open a file for updating(reading/writing)

wb+,ab,a+,ab+ are some other formats

--file\_var=open(r"path","mode") now file\_var variable is an object

here are some of the operations performed on file\_var file object:

file\_var.mode-> returns the mode of the file

file\_var.closed-> returns true if the file\_var is closed

file\_var.name-> returns the name of the file

file\_var.softspace-> a read-write attribute that is used internally by the print statement to keep track of its own state. A file object does not alter nor interpret softspace in any way: it just lets the attribute be freely read and written, and print takes care of the rest. #need clarity

--close a file after opening it else, it will be stored in ram

--safer way of opening a file is below

try:

f=open("path","mode",encoding='encoding\_format if it is different')

finally:

f.close()

encoding

--#to get the encoding format of a file

f=open(r"C:\Users\vinil\OneDrive\Desktop\notes.txt","rb").read()

import chardet

result=chardet.detect(f)

encod\_f=result['encoding']

encod\_f

--when a file is opened in read mode,

f.read() will read all the content

f.read(digit) will read from 0 position to digit-1 position,next f.read(digit) will give the data after the updated cursor at digit-1 position #need clarity

f.tell()-will return the cursor position

f.seek(position) - will move cursor to specified point

for i in file\_var:

print(i)#prints data line by line

f.read\_Lines() - will return list of lines from the file

### to get the path of the current file inside the same file

check the below code along with the comments

from pathlib import Path

print(Path(\_\_file\_\_)) # will give the name of the file

print(Path(\_\_file\_\_).resolve()) # will give the ABSOLUTE path of the file

print(Path(\_\_file\_\_).resolve().parent)# will give the ABSOLUTE path of the parent directory

print(Path(\_\_file\_\_).resolve().parent.parent)# will give the ABSOLUTE path of the grand parent directory

os.path.join(BASE\_DIR, 'discount\_web\_api')

sys.path.append(BASE\_DIR.\_\_str\_\_())

#### important note

the Path(\_\_file\_\_) and Path(\_\_file\_\_).resolve() will return pathlib.PosixPath object which works well with os.path.join and can be passed as a direct parameter ex: os.path.join(BASE\_DIR, 'discount\_web\_api') but to work with sys.path you need to call the dunder \_\_str\_\_ method ex: sys.path.append(BASE\_DIR.\_\_str\_\_())

# scope explanation:

--global scope is the area which is outside all functions, the variables declared here are global variables

--local scope - local space of a function, which contains its code and, the variables declared here are local variables

--code in global scope can't use any local variables

--local scope means the assignments done to a variable or anything is limited to the function in which it is defined, global scope means the assignments done to a variable or anything is accessible from anywhere of the program(even in other functions) if a function has to access an variable but if the variable is not defined inside the function then the interpreter looks if there is any global variable that is existing with the same name already(assigned before the current function is called), if so that variable will be used.

--code in one local function cannot use local scope variables of other functions

-- if we want to assign a new value to a global variable which is already assigned a value, to change it inside a function we have to use "global" keyword, if you just want to use a global variable you can use it directly the same way you use local variables, if you use **global value inside a local function** by calling **global** keyword, then the ultimate reassigned (or manipulated value) after the function executes will be used. Ex: in the below snippet, after the function call spam() is executed g will be assigned a string, and is available globally as a string (execute the below function to get clear idea)

ex:

g=5

def spam():

global g

print("before changing global variable it's value is :",g)

g='the global value is changed inside the function'

print(g)

spam()

print(g)

--a scope can be thought as an area of source code and a container of variables

--sys.exit(value or string)

exit() function allows the developer to exit from Python. The exit function takes an optional argument, typically an integer, that gives an exit status.

The optional argument arg can be an integer giving the exit status (defaulting to zero), or another type of object. If it is an integer, zero is considered “successful termination” and any nonzero value is considered “abnormal termination” by shells and the like. Most systems require it to be in the range 0–127, and produce undefined results otherwise. Some systems have a convention for assigning specific meanings to specific exit codes, but these are generally underdeveloped; Unix programs generally use 2 for command line syntax errors and 1 for all other kind of errors. If another type of object is passed, **None is equivalent to passing zero**, and any other object is printed to stderr and results in an exit code of 1. In particular, sys.exit("some error message") is a quick way to exit a program when an error occurs.

Since exit() ultimately “only” raises an exception, it will only exit the process when called from the main thread, and the exception is not intercepted.

--Compile-time is the instance where the code you entered is converted to executable code while Run-time is the instance where the executable code is running

--%timeit - will give average iteration time it will take for one iteration

----a='{}{}'.format(10,20)

print(a)#o/p:1020

--a=2

b=10

b\*\*=a

b#o/p:100

--print('{name} inital {surname}'.format(name='vinil',surname='pratap'))#o/p:vinil inital pratap

-- \*\*=, &=, |=, ^= are some unknown assignment operators

--unzip <folder\_name> will unzip the folder in putty

--python <file\_name.ext> install -will install the filein putty.

--after running setup.py file any package will be installed.

--one package after installation maybe depended upon the other packages which further needs to be installed.

--cython package is used to get c features in python,It makes writing C extensions for Python as easy as Python itself.Cython is a programming language that aims to be a superset of the Python programming language, designed to give C-like performance with code that is written mostly in Python with optional additional C-inspired syntax.

--In programming, a metasyntactic (which derives from meta and syntax ) variable is a variable (a changeable value) that is used to temporarily represent a function .

"Foo" and "bar" as metasyntactic variables

--Python provides, you can use the PyPI (Python Package Index). It is a repository of third-party Python modules

--df[temp\_col]="" used to create a column on a dataframe df with no values

--Let’s now talk about Python architecture and its usual flow –

i. Parser

It uses the source code to generate an abstract syntax tree.

ii. Compiler

It turns the abstract syntax tree into Python bytecode.

iii. Interpreter

It executes the code line by line in a REPL (Read-Evaluate-Print-Loop) fashion.

# arithmetic operators:

a//b will return integer divison

a/b will return float divison

a^b mod m can be calculated simply using pow(a,b,m) this pow is not a module from math library it is a general function and it does not need import statement

ex:

x = 7

y = 2

z = 5

print(pow(x, y, z)) # 4

# oops\_explanation\_with\_python:

--Major principles of object-oriented programming system are given below.

Class

Object

Method

Encapsulation

Polymorphism

Abstraction

Inheritance

(first letters of above principles are COMEPAI)

MAIN PILLARS IN OOPS CONCEPTS ARE:(EPAI)

E-ENCAPSULATION

P-POLYMORPHISM

A-ABSTRACTION

I-INHERITANCE

## Class

Class is the blue print based on which objects are created

Syntax:

Class <class name>():

//optional method

def \_\_init\_\_(self,<any parameters that you wanna use>):

//parameter initialization

//methods

Note: class name should follow camel casing (each word should start with a capital letter) ex: SportsCar

--creating a class in python:

class Parrot:

#notice below how a class attribute is being declared, similar to attributes being declared in methods are called method attributes, attributes declared in a class are called class attributes

species = "bird"

# instance attribute

def \_\_init\_\_(self, name, age): #here \_\_init\_\_ is a special method, also known as instantiation method (which is used to initialize the variables(as it is called automatically) this is similar to constructor concept in java and cpp) and any variable surrounded by a double underscore is called a special variable, and any method which is surrounded by double underscores is called special method, special methods are also called as magic methods (because they help override the functionality of builtin functions or custom classes ) or dunder methods (because they are surrounded by double underscore)

self.name = name #in the above declaration we had defined name and age as attributes but unless it get assigned to the object using the self.name it will not get assigned to the object.

self.age = age

# instantiate the Parrot class

blu = Parrot("Blu", 10)

woo = Parrot("Woo", 15)

# access the class attributes

print("Blu is a {}".format(blu.\_\_class\_\_.species)) #or print("Blu is a {}".format(Parrot('','').\_\_class\_\_.species)) to fetch a "class attribute"

we can fetch class attribute using object or class name

1. using object

you have to use object.\_\_class\_\_.<attributename> and name,age are called "instance attributes"

print("Woo is also a {}".format(woo.\_\_class\_\_.species))

1. using classname

print(Parrot.species)

# access the instance attributes

print("{} is {} years old".format( blu.name, blu.age))

print("{} is {} years old".format( woo.name, woo.age))

--class inside a class:

class Student:

def \_\_init\_\_(self,name,age):

self.student\_name=name

self.student\_age=age

self.lap=self.Laptop('lenovo','i5',9)#declaring the object of the class which is defined in the current class, notice the self getting declared on both sides

def show(self):

print(self.student\_name,self.student\_age)

self.lap.show()

class Laptop: #declaring class inside a class

def \_\_init\_\_(self,brand,cpu,ram):

self.brand=brand

self.cpu=cpu

self.ram=ram

def show(self):

print(self.brand,self.cpu,self.ram)

s1=Student('sai',6)

s1.show()

lap1=Student.Laptop('hp','i6',8)#creating an object of laptop using Student class

lap1=s1.Laptop('hp','i6',8)#creating an object of laptop using Student object.

Student.Laptop('hp','i6',8).show()#calling an method of laptop using laptop object and Student class

lap1.show()

## object

object has 2 charecteristics:

1. attributes- (what a object has)it explains the physical appearance or properties of object using metrics ex: each parrot might have different color,height and name
   1. variables are of two types:
      1. instance variables: variables which change with the change in object are called instance variables in simple words, we can say variables declares inside the init method are called instance variables. for example,name variable differsn for each object created through person class
      2. static variables: variables which are common for all the objects (what a object has),that are declared outside init and other methods are called static variables, for example wheels variable for all the car objects remain the same, and also it acts as a single point so that when we change the value here and execute it from then it changes for all the objects it is instantiated through, whereas the color of each car may differ , so the color is better when declared as instance variable.
2. behaviour- (what a object can do)it explains what the object can do , ex: a parrot can sing or fly

the concept of OOP in python is to create reusable code,AKA DRY(Dont Repeat yourself)

class: it is a blue print for the object, it contains all details of what a object should have.

object: it is an instantation of class,when an object is instantiated , memory is also allocated for it.

in short:

every object KNOWS SOMETHING(attributes), and it DOES SOMETHING(behaviour), attributes are stored in variables and behaviours are stored in methods.

classname.method(object) is same as object.method() #both does the same job of calling a method using an object, method() is defined as

def method(self):

//statements

obj.method() will be changed as method(obj) internally and when it goes to the function definition method(self) the self will get replaced by object and execution continues

everything in python is an object and every object needs some memory and it is stored in **heap Memory**,size of an object depends upon number of variables and size of the variables it has.

## methods

methods will have a set of statements which are mentioned with a name (function name or method name) name of the method/function should follow snake casing (a naming convention where set of words or letters separated by a underscore)

def <method name>(<arguments (optional)>):

“”” doc string””

//statements

--defining methods in class:

class Parrot:

# instance attributes

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

# instance method, an instance method will definetly have self as a parameter

def sing(self, song):

return "{} sings {}".format(self.name, song)

def dance(self):

return "{} is now dancing".format(self.name)

# instantiate the object

blu = Parrot("Blu", 10)

# "sing and dance are instance methods"

print(blu.sing("'Happy'"))

print(blu.dance()) #**here the () implies we are running or executing the method, if you use the () then the interpreter returns the address of the object where the data that is to be returned will be stored**

#last stopped point

## inheritance

types of inheritance:

single- A->B

multiple a,b->c

multi level A->b->C

hybrid- a mix of two or more of the above inheritance types is an example of hybrid inheritance.

how init works in inheritance:

if a \_\_init\_\_(self) method is in a class, then it will be called instantly without any explicit call, if class b is inherited from class a (a->b) and class b dont have an init method and class a has an init method and if an object is called from class b, then as the class b does not have an init method an init method from class a is called (as class a is the parent of class b),if the class b (which is inherited from the class a) is also having the init method and for suppose you want to call the init method in the parent class a then you can call using the following syntax- super().\_\_init\_\_(),

Now comes to the interesting part of MRO-Method Resolution object: if there is a multiple inheritance and in the child class if we try calling method from the parent class then the firstly inherited class method is called, observe the below example:

class A:

def \_\_init\_\_(self):

print('inside init of A')

class B:

def \_\_init\_\_(self):

print('inside init of B')

class C(B,A):

def \_\_init\_\_(self):

print('inside init of C')

super().\_\_init\_\_()

c=C()

output:

inside init of C

inside init of B

#here init of class B is called because B is getting inherited first in class C(B,A)

# parent class

class Bird:

def \_\_init\_\_(self):

print("Bird is ready")

def whoisThis(self):

print("Bird")

def swim(self):

print("Swim faster")

# child class

class Penguin(Bird):

birdfamily='arthropoda'

def \_\_init\_\_(self):

# call super() function

super().\_\_init\_\_()

print("Penguin is ready")

def whoisThis(self):

print("Penguin")

def run(self):#all methods other than static and class method are instance methods,they are of two types and are discussed below

print("Run faster")

@classmethod

def bird\_family(cls):

return cls.birdfamily #Penguin.bird\_family() this is the way to call class method, classname.classmethod() here we use cls instead of self as parameter

@staticmethod# a static method will not have any parameters.

def basic\_info():

return "this class is about birds and their capabilities."

peggy = Penguin()

peggy.whoisThis()

peggy.swim()

peggy.run()

Penguin.bird\_family()#you can call a class method using class name

Penguin.basic\_info()#you can also call a static method using class name

three types of methods in OOPS python(unlike variables which are only two types-static variables,instance variables):

1:instance methods- the methods which use self as parameter are called instance methods

further classified into 2 types:

1.1 accessor methods- this methods are used to access the variables ex: get methods

1.2 mutator methods- this method is used to mutate the varibles ex: set methods

2:class methods

class methods use class variables it uses decorator @classmethod to differentiate the method from an instance method. the above bird\_family method is an example of class method

3:static methods

static methods are methods which dont have the need of class variables or static variables and it doesnt have any parameters passes to it (unlike self,cls), check the above example method basic\_info, a decorator @staticmethod is needed to make the interpreter understand

notes:In the above program, we created two classes i.e. Bird (parent class) and Penguin (child class). The child class inherits the functions of parent class. We can see this from the swim() method.

Again, the child class modified the behavior of the parent class. We can see this from the whoisThis() method. Furthermore, we extend the functions of the parent class, by creating a new run() method.

Additionally, we use the super() function inside the \_\_init\_\_() method. This allows us to run the \_\_init\_\_() method of the parent class inside the child class.

## polymorphism

a concept in object oriented programming where a common interface is provided to multiple forms(data types)

Suppose, we need to color a shape, there are multiple shape options (rectangle, square, circle). However we could use the same method to color any shape. This concept is called Polymorphism.

class Parrot:

def fly(self):

print("Parrot can fly")

def swim(self):

print("Parrot can't swim")

class Penguin:

def fly(self):

print("Penguin can't fly")

def swim(self):

print("Penguin can swim")

# common interface

def flying\_test(bird):

bird.fly()

#or you can also use class for the above example

class flying\_tests():

def \_\_init\_\_(self,clas):

clas.fly()

#instantiate objects

blu = Parrot()

peggy = Penguin()

# passing the object

flying\_test(blu)

flying\_tests(blu)

flying\_test(peggy)

note:"Polymorphism allows the same interface for different objects, so programmers can write efficient code."

In the above program, we defined two classes Parrot and Penguin. Each of them have a common fly() method. However, their functions are different.

To use polymorphism, we created a common interface i.e flying\_test() function that takes any object and calls the object's fly() method. Thus, when we passed the blu and peggy objects in the flying\_test() function, it ran effectively.

## Encapsulation

Encapsulation means **restricting the direct access to some components of an object**

**Encapsulation hides internal working so that you can change it later, hides details at implementation level.**

**Hides internal working of objects from outside world**

**Encapsulation means making it as a capsule, what does a capsule do? It takes all of required elements and make it as one i.e., simplifying behaviour** , **also from outside a capsule looks as a one entity by hiding its inside contents i.e., hiding data**

Therefore encapsulation does

1. simplifying behaviour
2. hiding data

in python we can restrict the access of methods and variables and thereby prevent direct modification of them.private attributes are declared using prefix - single underscore \_ or double underscore\_\_.

ex prgrm:

class Computer:

def \_\_init\_\_(self):

self.\_\_maxprice = 900

def sell(self):

print("Selling Price: {}".format(self.\_\_maxprice))

def setMaxPrice(self, price):

self.\_\_maxprice = price

c = Computer()

c.sell()

# change the price

c.\_\_maxprice = 1000

c.sell()

# using setter function

c.setMaxPrice(1000)

c.sell()

note:We used \_\_init\_\_() method to set the maximum selling price of Computer. We tried to modify the price. However, we can't change it because Python treats the \_\_maxprice as private attributes.

As shown, to change the value, we have to use a setter function i.e setMaxPrice() which takes price as a parameter.

## abstraction

Data Abstraction: often abstraction and encapsulation are treated as synonyms, and it is true to some extent because abstraction is achieved through encapsulation. abstraction hides the implementation behind and allows to call the function, abstracting something means giving name to the functionality based on what the function or program does at core.

An example for abstraction: when it comes to driving a bike, you know how to drive it, viz., applying breaks, turning the vehicle on, changing gears and raising speed, but you don’t know its implementation. In the same way abstraction will help you call a function(ex: finding whether a number is prime or not) and get the work done, but there is no need for you to know the logic of the function. Similarly hiding the logic and providing the implementation is abstraction

**Abstraction hides complexity by giving a more abstract(clearer) picture, abstraction hides details at design level**

**Focusses on relevant information by hiding unnecessary detail**

abstract classes in python:

python by default does not have abstract classes, but we can implement them by importing a certain module named abc, **a class is called abstract class if it has an atleast one abstract method**,and **abstract method is any method which will have a function declaration not function definition** (check the wheel\_count method in Vehicle class, any method which has declaration and no statements inside it is called abstract method).The abstract class is useful when there comes a scenario where the method from a parent class has to be definitely overridden.

from abc import ABC,abstractmethod #abc stands for abstract base classes.

class Vehicle(ABC):#NOTICE ABC sent as parameter

@abstractmethod #NOTICE the abstract method annotations here

def wheel\_count(self):

pass

def print\_nature\_of\_class(self):

print('the name of the class is Vehicle,nature of the class is to transport from one place to another')

class car(Vehicle):

def wheel\_count(self):

print('the car has 4 wheels')

car().wheel\_count()

car().print\_nature\_of\_class()

#if we don't declare wheel\_count method in car class then we will have the error-TypeError: Can't instantiate abstract class car with abstract methods wheel\_count

### How **abstraction is an endproduct of encapsulation**

We know that encapsulation is about simplifying behaviour and hiding data, by implementing one or both of these, we will define an object or a function, that **object or function is called abstraction**

### Why do we need abstraction

1. if you want to define a class with empty methods, which you want to inherit in its child class and fill the methods later
2. after creating an abstract class with few abstract methods and few non abstract methods, and if you want to override abstract methods in child class and you want to call non abstract methods of the parent class in the child class
   1. ex: look at the print\_nature\_of\_class above

### points to note in abstraction

* abstract method is a method which only has declaration and doesn't have definition.
* a class is called abstract class only if it has at least one abstract method.
* when you inherit a abstract class as a parent to the child class, the child class should define all the abstract method present in parent class.
* if it is not done then child class also becomes abstract class automatically.
* at last, python by default doesn't support abstract class and abstract method, so there is a package called ABC(abstract base classes) by which we can make a class or method abstract

### Difference between abstraction and encapsulation

**Encapsulation hides internal working so that you can change it later, hides details at implementation level.**

**Hides internal working of objects from outside world**

**Abstraction hides complexity by giving a more abstract(clearer) picture, abstraction hides details at design level**

**Focusses on relevant information by hiding unnecessary detail**

#### A real world example

Encapsulation – when you are driving a car, you pressed break #incomplete

###############################################

# annotations:

an annotation is nothing but additional information that is required to be explained for optional or compulsory data that is to be conveyed along with the process we perform

function annotations-

user defined data that adds some information to functions, adds information to function arguments and results, they are optional and makes no difference for interpreters

and makes no difference to interpreter.

ex1:

def add(a: int,b: int) ->int:

return a+b

add(1,2)#o/p:3

add('hi ','there!')#o/p:hi there!

ex2:

def add(a: list,b: (1,2,3)) ->lambda:-1:

return a+b

add(1,2)#o/p:3

above both the functions work perfecly well, it explains a is of int type, b is of int type and the return type is specified after the brackets.but as specified above, it does not mean that it should accept only int type, it will accept string type as well, and function annotations are for our refference to let that effect be on code we need 3rd party tools such as mypy for that

ex3:

def add(a: str,b: int) ->lambda:-1:

return a+b

message=f'''you are supposed to pass "a" variable of {add.\_\_annotations\_\_['a']}

and "b" variable of {add.\_\_annotations\_\_['b']}

and the return type is {add.\_\_annotations\_\_['return']}'''#here add.annotations is a dictionary which will store the data type of the parameter that is in function definition

print(message)

ex4:

def add(a: str,b: int) ->str:

'''you are supposed to pass "a" variable of string

and "b" variable of int

and the return type is string'''

return a+b

help(add)#this will return the function definition and the documented string it contains

ex5:

def add(a: str='no value passed,so default arugments are used here',b: int=1) ->str:

'''you are supposed to pass "a" variable of string

and "b" variable of int

and the return type is string'''

return a\*b

add()

###############################################

# Decorators

A decorator is a function which will help us in adding additional functionality to an existing function without editing it, below we are editing functionality of a say\_whee function without editing it.

def first\_decorator(say\_whee):

    def wrapper():  # here you are not passing say\_whee as a parameter because this function is inside first\_decorator and it has access to say\_whee as a local variable.

        print(

            "you can write any lines of python code to achieve your objective that you want to achieve before running function\_to\_be\_enhanced method"

        )

        say\_whee()

        print(

            "you can write any lines of python code to achieve your objective that you want to achieve after running function\_to\_be\_enhanced method"

        )

    return wrapper

@first\_decorator

def say\_whee():

    print("say whee")

say\_whee()

## when can we use decorators

* when you want to use same set of code more than once in any function, you can write those lines as a function inside current function and you can use it as many times as you want
* when you want to enhance the existing functionality
* when you want to use the same function more times, then write a wrapper class, in a decorator function, there call the function you want to repeat. (https://realpython.com/primer-on-python-decorators/#reusing-decorators)

# snippets:

-print('hello',end=' 00p')

print('appended')#hello 00pappended

- the below code will take a list of strings as input and will print the count of unique strings and also count of each unique string.

from collections import Counter

p=[input() for \_ in range(int(input()))]

d = Counter(p)

print(len(d))

print(\*d.values())

-- checking wether a number is even or odd using bitwose manipulations

n=int(input())

if (n&1):

print(n,'is odd')

else:

print(n,'is even')

#this is a bit manipulation program and n if it is an odd number it will always have one at its right most position, and if n is an even number it will have 0 at its left most and and 0&1 will be 0

--check the difference between seconds of two dates:

pgm1:

from dateutil import parser#check what does this parser do

for \_ in range(int(input())):

d1 = parser.parse(input().strip())

d2 = parser.parse(input().strip())

print(abs(int((d2-d1).total\_seconds())))

pgm2:

from datetime import datetime as dt

fmt = '%a %d %b %Y %H:%M:%S %z'

for i in range(int(input())):

print(int(abs((dt.strptime(input(), fmt) -

dt.strptime(input(), fmt)).total\_seconds())))

input format-Sun 10 May 2015 13:54:36 -0700,Sun 10 May 2015 13:54:36 -0000

###############################################

# interview questions:

difference between list and tuple: tuple is faster than list,list is mutable,tuple is immutable(but if you try to place a list inside a tuple and then try muting it it will be mutable)

difference between dynamically-typed and statistically-typed:

--A language is statically-typed(if you don't have the need to declare the type of the variable while declaring it) if the type of a variable is known at compile-time instead of at run-time. Common examples of statically-typed languages include Java, C, C++, FORTRAN, Pascal and Scala

--Dynamically typed languages. A language is dynamically-typed if the type of a variable is checked during run-time, no need to expliciltly specify the type of data a variable holds. Common examples of dynamically-typed languages includes JavaScript, Objective-C, PHP, "Python", Ruby, Lisp, and Tcl

key features of python:

1:python is interpreted language, unlike c and its variants it code doesnt have the need to compile.

2:dynamically-typed

3:supports object oriented programming

4:many inbuilt functions

5:functions are first class functions,i.e,functions can be assigned to variables and can be returned from other functions or can be passed as a parameters to a functions,instance of an object type,can be stored in datatype such as lists.

6:writing python code is quick,but execution is slow when compared to complied languages such as c, but python offers inclusions of c based extensions so mostly no issues, one such example is nympy,its fast and most of the number crunching

7:is in many applications such as flask,django, pyramid

--what type of language is python?Programming or scripting?

python is a scripting language, it is a general purpose programming language(a language which is used for writing software in a wide variety of application domains)

--what are access modifiers or specifiers in python?

access specifiers help us organize and label data according to its scope and prevent unneccessary access

public access specifier:members of a class that are declared public are easily accessible from anywhere of the program , ALL DATA MEMBERS AND DATA FUNCTIONS ARE PUBLIC BY DEFAULT

protected access specifier: data members of a class that are only accessible to the classes that are derived from it are called protected members, a member is declared protected if it is preceded by an underscore('\_') (A PROTECTED PROPERTY IS ONLY INHERITED BY CHILDREN IN REAL LIFE)

private access specifiers: data members that are only accessible within the class and they are preceeded by a double underscore('\_\_')

what is an interpreted language , is python an interpreted language explain?

a language which is executed line by line WITHOUT GETTING COMPILED is called interpreted language, as it is not compiled the code should not be in MACHINE LEVEL before run time, python is interpreted language

--what is pep8?

pep stands for python enhancement proposal.it will have a set of conditions which will help python code for maximum readability.

--memory management in python is done through "python private heap space", all data structures and variables are stored in this heap space , programmer will not have access to this space and interpreter takes care of this, allocation of heap space to objects is done through memory manager and python has inbuilt garbage collector which will recycle unused memory so that it can be made available to heap

what is namespace?

it is a naming system used to make sure names are unique to avoid naming conflicts, it is an area where we create and store variables, it is of two types:

1:class namespace- used to store class variables or static variables

2:object/instance namespace- used to store instance variables

--what is pythonpath?

it is a environment variable, when a module is imported PYTHONPATH is used to check its presence in various directories,interpreter uses it to decide which module to load

--what are python modules?

python modules are files containing python code which is executable,the code can be either classess,functions or variables

ex:os,math,random,json,datetime.

--what are local variables,global variables?

variables which are declared outside a function are called global variables,they can be accessed anywhere in the program,local variables are declared inside the function and they are accessible inside the function,trying to access it outside the function will throw an error

--python is a case sensitive language, FOR EX; IF YOU USE PRINT IN CAPS INTERPRETER WILL NOT RECOGNISE.

--what is type conversion in python?

type conversion means converting data from one datatype to another.

ex:int(float('5.5')) will return 5 , other type convertrs are int,str,float,ord,hex,oct,list,tuple,dict,set,complex

--indentation is mandatory

--array and list hold data the same way,but array can only hold single data type,list can hold multiple data types

import array as arr

arr.array('i',[1,2,3,'p']) #here i stands for int and arr will accept only integers in list, but 'p' is string and it will raise an error

-- a function is a block of code executed when called

-- \_\_init\_\_ is a method or constructor called automatically each time to allocate memory so that a class is invoked to create an object or instance of it is created.

-- what is a lambda function?

it is an anonymous function which can have any number of parameters ,but has only one statement (an equation to use parameters and return a value)

syntax: function\_name=lambda <parameter1>,<parameter2>.... :one line code that is to be implemented in function

example: a=lambda x,y: x+y

print(a(3,2))#outputs 5

--what is self in python?

self variable in the init method refers to the newly created object, and in all other functions it refers to the object from which it is called.

-- can you shuffle a list?

from random import shuffle

x=[1,2,3,4,5]

shuffle(x)

print(x)

--difference between range and xrange

range xrange

supported in python 3 not supported

returns a range obj returns an xrange object

a list is created a generator is created

occupies more space occupies less space

slicing is possible slicing is not possible

--what are python iterators?

python objects which can be traversed through or iterated upon

-- what is yield in python?

yield is a keyword in python used to return a value from a function without destroying the state of the variables when the function is called the execution starts from last yield statemnt, if a function has a yield keyword then the function is called a generator.yield keyword in python is less known but has a greater utility one can think of, however it has its pros (it stores local variable states overhead of memory allocation is controlled,since old state is retained , flow doesnt start from the beginning and it saves time)and cons(if function calling is not called properly it will become erroneous, complexity is more and difficult to understand)

ex:# Python3 code to demonstrate yield keyword

# generator to print even numbers

def print\_even(test\_list) :

for i in test\_list:

if i % 2 == 0:

yield i

test\_list = [1, 4, 5, 6, 7]

print ("The original list is : " + str(test\_list))

print ("The even numbers in list are : ", end = " ")

for j in print\_even(test\_list):

print (j, end = " ")

-- what is pickling and unpickling in python?

pickle module accepts any python object and converts into string and dumps into a file using dump function, the process is pickling, the process of converting stored python object in string form to python object is called unpickling.

-- what are generators ?

functions which return iterable set of items are called generators

generators provided a space efficient method for data processing as only parts of a function are handled at a given point of time.

a generator function is defined like a normal function,whenever it needs to return a value it uses the yield keyword instead of return, when a function is using a yield keyword it is called generator.

generator object: a generator function returns a generator object, it can be called using "next" method(depricated now) of generator object or iterating the generator in a for loop.

def fib(limit):

a, b = 0, 1

# One by one yield next Fibonacci Number

while limit>0:

yield a

a, b = b, a + b

limit-=1

for i in fib(int(input())):

print(i)

--what is the way in which data is stored in lists and dictionaries?

in lists the data is stored in continous memory blocks and in dictionaries the data is stored in hash map functionality, what happens in background is performing hash map on a key will return the memory location of the value to which the key is linked to.

--what is dictionary?

dictionary defines one to one relation between one key and one or more values, key cannot be duplicate in dictionary.

-- what is difference between \*args and \*\*kwargs?

we use \*args when we dont know how many arguments are passed to a function, we use \*\*kwargs when we dont know how many keyword arguments are passed to a function.

-- len() in python?

used to determine length of a list or array or string.

-- whenever python exits all the memory is not deallocated because python has a few modules which have circular reference to other objects and objects that refer to global namespace are not always deallocated or freed, c library space will never be freed, due to its own efficient cleanup mechanism it will clear all possible unused memory allocations

-- types of ternary operators

if loop: a if a<b else b # if a is less then b(means the expression is true) will return a else b

tuple loop: (a,b) [a>b] # if a is greater than b (means the expression is true) will return b else return a

dictionary loop: {True:b,False:a} [a>b] # if the expression is true it will return True value and if false it will return false

nested if else: print ("Both a and b are equal" if a == b

else

"a is greater than b" if a > b else "b is greater than a")# if the cndition is true left part will be executed else the right part is executed

-- to remove a file:

import os

os.remove('filepath')

--Elements can be added to an array or list using the append(), extend() and the insert (i,x) functions

--Array or list elements can be removed using pop() or remove() and del method. pop returns the removed element remove funtion doesnot

snippets:

-- checking wether a number is even or odd using bitwose manipulations

n=int(input())

if (n&1):

print(n,'is odd')

else:

print(n,'is even')

#this is a bit manipulation program and n if it is an odd number it will always have one at its right most position, and if n is an even number it will have 0 at its left most and and 0&1 will be 0

--check the difference between seconds of two dates:

pgm1:

from dateutil import parser#check what does this parser do

for \_ in range(int(input())):

d1 = parser.parse(input().strip())

d2 = parser.parse(input().strip())

print(abs(int((d2-d1).total\_seconds())))

pgm2:

from datetime import datetime as dt

fmt = '%a %d %b %Y %H:%M:%S %z'

for i in range(int(input())):

print(int(abs((dt.strptime(input(), fmt) -

dt.strptime(input(), fmt)).total\_seconds())))

input format-Sun 10 May 2015 13:54:36 -0700,Sun 10 May 2015 13:54:36 -0000

# competitive\_programming\_tips:

--check the range function, it will not include end value i.e, list(range(5)) will give [0,1,2,3,4]it doesnt include 5 in it

--list(range(10)) will give [0, 1, 2, 3, 4, 5, 6, 7, 8, 9],list(range(1,10+1)) will give [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

print(string.capwords('asdasf adda adcksj'))#o/p:Asdasf Adda Adcksj, main disadvantage here is it will swallow the extra spaces.

--import string

print(string.ascii\_uppercase) #o/p:ABCDEFGHIJKLMNOPQRSTUVWXYZ

print(string.ascii\_lowercase) o/p:abcdefghijklmnopqrstuvwxyz

print(string.ascii\_letters)o/p:abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ

print(string.digits) o/p:0123456789

other operations on string module are string.hexdigits,string.octdigits,string.printable,string.punctuation,string.whitespace

--very very important in competitive programming

when you want first input into first list and so on...

l=list(range(11))

subli=3

l\_i=[[] for i in range(subli)]

count=0

for i in range(len(l)):

l\_i[i%subli].append(l[i])

l\_i

--very very important in programming

when you assign a list a to b as

a=[1,2,3]

b=a

b[0]='hello'

a,b

and if you print a, you will get ['hello',2,3] so it will be a major blunder(this happens because on normal assignment both lists will point to same memory and changes made using one variable will reflect in another as well)THIS NOT ONLY HAPPENS WITH LISTS IT HAPPENS WITH ALL MUTABLE VALUES, if you do assignment directly,so just use .copy() function which will avoid the mistake

a=[1,2,3]

b=a.copy()

b[0]='hello'

--l\_i=[[] for i in range(3)] #this method is prefered compared to the one below it as it refers each list to different memory.

l\_p=[[]]\*3

o/p for both:[[],[],[]]

--help(re.split) #will show all the methods related to it and explanation if exists

--num\_list=[10,20,30,40,50]

print("Map example")

print(list(map(lambda x:x\*2,num\_list)))#[10, 20, 30, 40, 50]

print("Filter Example")

print(list(filter(lambda x:x>30,num\_list)));#[40, 50]

print("Chain Example")

print(list(filter(lambda x:x>30,map(lambda x:x\*2,num\_list))));#[40, 60, 80, 100] in chain example execution happens from right to left here, first it gets multiplied by 2 and then it checks if it is greater than 30 or not

# Subprocess

This command is used to call external commands, if the external command fails, then no exception will be thrown by default, to raise an exception in case of error, you have to pass **check=true** as a parameter to subprocess.run command, if we assign the subprocess run command to a variable, then you can retrieve the error code for that by using <assigned variable>.returncode, to get the error you have to give <assigned variable>.stderr

Ex: p1=subprocess.run([‘ls’,’-lart’,’dne’], capture\_output=True, text=True)

p1.stderr

p1.returncode

Below are some commands that are run using linux commands

* subprocess.run(‘ls’)
* subprocess.run(‘ls -lart’, shell=True)
* p1=subprocess.run([‘ls’,’-lart’])
  + p1.args will return [‘ls’,’-lart’]
  + p1.returncode will return 0 i.e., means successfull
* p1=subprocess.run([‘ls’,’-lart’] , capture\_output = True)
  + capture\_output=True will prevent from sending the stdout and stderr to console and stores it in p1
  + print(p1.stdout) will store it as a string with escape sequences, p1.stdout.decode() will print it in normal format
* p1=subprocess.run([‘ls’,’-lart’], capture\_output=True, text=True)
  + This will remove over heads shown in above and will store printable string directly to print(p1.stdout)
* P1=subprocess.run([‘ls’,’-lart’],stdout=subprocess.PIPE, text=True, stderr=subprocess.PIPE)
  + The above command will have either the stdout or stderr to be stored in pipe. i.e., if the command successfully executes the value will be stored in stdout and can be retrieved using p1.stdout and if the passed command is having error, then the output will be stored in p1.stderr
* We can write the standard output, standard error in to a file
  + with open ('output.txt','w') as f:

subprocess.run(['ls','la'],stdout=f,stderr=f,text=True)

* if you want to simply redirect the error, then you can use stderr=subprocess.DEVNULL
  + p1=subprocess.run([‘ls’,’la’],stderr=subprocess.DEVNULL)
* passing one output of a subprocess to another subprocess as input
  + here in this example we are extracting content of a output.txt and then searching for word line in the second subprocess

ex1:

p1=subprocess.run(['cat','output.txt'],capture\_output=True,text=True)

p2=subprocess.run(['grep','-n','lines'], capture\_output=True, text=True, input=p1.stdout)

p2.stdout

ex2:

p1=subprocess.run('cat output.txt|grep -n line', capture\_output=True, shell=True, text=True)

p1.stdout

**ex1 and ex2 both are of same approach**

* A

# Data Flair

--Functions:A function in Python is a collection of statements grouped under a name.

--Classes:Python is an object-oriented language. It supports classes and objects. A class is an abstract data type(Abstract Data type (ADT) is a type (or class) for objects whose behaviour is defined by a set of value and a set of operations).In other words,it is a blueprint for an object of a certain kind. It holds no values. An object is a real-world entity and an instance of a class.

ex:explaining about a parrot is called class, a real parrot is an object

--Modules:A Python module is a file containing python statements and definitions

--Packages-Python package is a collection of related modules (note the difference between package and module even in alhabets first M(Module) then P(package) i.e, collection of modules is called package)

--in python doc string(documentation string) is a string between three double quotes/single quotes (ex:'''this is a doc string''') used for documenting information about a module i.e, what does this module do,it can be retrieved using syntax: module/function.\_\_doc\_\_ ,difference between docstring and comment is that we cannot retrieve whatever is present in comment by using python commands but we can retrieve the information in docstring using the above mentioned command, the data stored is treated as a string datatype.

print(method/library.\_\_doc\_\_) will print the documentation details of that method/library,documentation info is declared in triple quotes right after the function is declared(starting of the loop)

ex:list.\_\_doc\_\_

--python features are:interpreted,open source,easy to learn,vast packages,GUI programming can be done,Object oriented,portable,supports multi programming paradigms,python is "extensible"(you can write some of your code in other languages while coding in python) and "embeddable"(code of python can be used in other language programs)

-multiprogramming paradigms supported by python:it supports

procedural(this programming paradigm divides the program in to routines or functions, simply put it tells computer step by step of solving a program or solves the program using procedures or functions),functions inside the class in object oriented programming and are called methods)

object oriented:

the process of solving a programming problem by creating objects is called object oriented programming.,

functional (a paradigm in which we try to bind everything using pure mathematical functions,typically has usage of iterators and generators,

ex:L = [1, 2, 3]#or you can use "reduce" example and

it = iter(L)

it

<...iterator object at ...>

it.\_\_next\_\_() # same as next(it)

1

next(it)

2

next(it)

3

next(it)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

StopIteration

imperative programming(this programming paradigm uses statements that can change the state of a program) paradigm:

procedural and object oriented programming approach come under imperative programming approach, it mainly focusses on how to complete a program.this uses block approach(group of statements under a name-> objects or methods)

ex: sum = 0

for x in my\_list:

sum += x

print(sum)#even if the length varies the sum will be calculated this is an example for imperative programming.

-Python Django is a free and open-source framework written in Python and is the most common framework for Python. It allows you to create database-driven websites. It follows the DRY Principle (Don’t Repeat Yourself). This is a design philosophy that keeps code simple and eloquent.

Like Django, Flask is a web framework written in Python itself. It is a micro framework because it does not need certain libraries and tools.

django,pyramid and flask are python frameworks( a framework is a combination of certain components and packages,a framework will help programmers to focus on high level functionality as the framework takes care of the low level functionality by itself, a framework will let us save time from doing the routine stuff as it already has those things configured, in other words a framework is a software providing generic functionality which can be changed using few lines of code thereby developing application specific framework) which help in developing webapps

-Data science:earlier python was used for automation,building applications and writing scripts,but below packages changed python to favourites of data science enthusiasts

pandas:Data analysis

numpy(implemented in C, so it is quicker):scientific and numerical calculations

matplotlib,seaborne:for data visuvalizations

scikitlearn:ML

tensorflow(an array of n dimensions),keras:ML and DL

-for artificial intelligence:

NLTK:Natural Language ToolKit

OpenCV:open source computer vision library

microsoft cognitive toolkit: deep learning framework

--Automation-python can be used to automate test cases,scrape web and also automate mundane tasks,it also can read all types of files easily.

(frameworks and libraries used for this are -robotFramework,Pytest,Pyunit,Selenium Python)

-python has a lot of micro frameworks , mega frameworks and web frameworks.

-CPython:This is the most widely accepted implementation of Python. It is written in the language C, and is an interpreter.

-PyPy is Python implemented in Python.

--positional arguments example:complex(3,6)->3+6j,complex(6,3) will have 6+3j as value in the sense-the parameter which is first passed is taken as real number and the latter one is an imaginary number, (1+2j).imag will return 2 and (1+3j).real will return 1

phase and modulus of complex number z=3+2j (or any complex number can be calculated using the code below)

from cmath import phase#cmath module will have mathematical functions related to complex numbers

if \_\_name\_\_=='\_\_main\_\_':

input\_complex=complex(input());

print(abs(input\_complex))

print(phase(input\_complex))

keyword arguments:if you want 3+6j as output then example(complex(imag=6,real=3)) will give 3+6j as output ,irrespective of position it will take the value as input

def dunc(a,b,/,c,d,\*,e,f)#(python 3.8 feature)the parameters before / should be definetly positional and the parameters after \* should definetly be keyword arguments

valid examples:

dunc(1,2,3,4,e=5,f=6)

dunc(1,2,c=3,d=4,e=5,f=6)

invalid examples:

dunc(a=1,b=2,3,4,e=5,f=6)

dunc(1,2,c=3,d=4,5,6)

--pickle :

Python pickle module is used for serializing and de-serializing a Python object structure, an object is pickled in python so that the object which is initially stored in python memory to a file so that it can be accessed from a different source or progrmamming langauge, pickling is nothing but serializing the object and then writing it in to a file, to explain in detail, picking is the process of converting an object in to a character stream, so further in future, we can use this character stream to reconstruct the object, marshal module also serves more or less the same purpose.

example program:

import pickle

def storeData():

# initializing data to be stored in db

Omkar = {'key' : 'Omkar', 'name' : 'Omkar Pathak','age' : 21, 'pay' : 40000}

Jagdish = {'key' : 'Jagdish', 'name' : 'Jagdish Pathak','age' : 50, 'pay' : 50000}

# database

db = {}

db['Omkar'] = Omkar

db['Jagdish'] = Jagdish

dbfile = open('examplePickle.txt', 'ab')# Its important to use binary mode

# source, destination

pickle.dump(db, dbfile) #deserializing, it is not mandatory to deserialize it to a file, we can just assign it to a variable vari=pickle.dump(db)

dbfile.close()

def loadData():

dbfile = open('examplePickle.txt', 'rb') # for reading also binary mode is important

db = pickle.load(dbfile)#serializing

for keys in db:

print(keys, '=>', db[keys])

dbfile.close()

if \_\_name\_\_ == '\_\_main\_\_':

storeData()

loadData()

--fstrings in python support debugging,python 3.8 allows fstrings with "=" operator

example:

A=5

print(f"{A=}")

--python 3.8 supports final keyword:

a class declared as final will not be allowed to get inherited

a variable declared final will not be allowed to get reassigned

a method declared as final will not be allowed to get overridden

note: a method and class will use annotations as @final,a variable will use Final

-@final Decorator (classes, methods)

from typing import final

@final

class Base:

# Cannot inherit from Base

class Base:

@final

def foo(self):

# Cannot override foo in subclass

-Final annotation

from typing import Final

PI: Final[float] = 3.14159 # Cannot set PI to another value

KM\_IN\_MILES: Final = 0.621371 # Type annotation is optional

class Foo:

def \_\_init\_\_(self):

self.bar: Final = "baz" # Final instance attributes only allowed in \_\_init\_\_

--p=0

print(p==False)# will return true as it forcechecks the type

--syntax error:EOL while scanning the literal->indicates that interpreter is unable to find the end of the line

--python doesn't mandate semicolons,each line is a statement in python.to get some work done in multiple lines we use:

ex1:print("Hi\

how are you?")

ex2:a\

=\

10

will simply assign 10 to a

ex3:

a multiline string or docstring can use multiple lines without any backward slash

ex:print("""hi

how

are

you

""")

--we can use multiple statements in a single line using semicolons

a=1;b=2;c=3

print(a,b,c)

--run this(these below print statements will make us include apostrophe or inverted quotes as part of a string while printing)

print('s"hi"')#output:s"hi"

print("s'hi'")#output:s'hi'

print("s'hi")#output:s'hi

print('s"hi')#output:s"hi

--fstrings in python will take the print value of the variable in the print satement but we mention the name of identifier/variable in print statement

ex:x\_value=10

print(f'the value of x is {x\_value})

# Class

getattr(obj or self,variable)#will give the value of the variable in the passed object.

setattr(obj or self,variable,value)#will set the passed value to the variable in the given object.

ex:setaattr(obj/self,'%s\_pv'%mode,value)#i think mode will be replaced by %s

-- functions are mini programs in a program

# psychology of python

in python there will be numerous functions coming each and every year and numerous packages coming every few weeks/months, so based on the requirement we have to search and choose the right package and then search for appropriate method in the package by using methods such as dir(package or method) choosing the right package/method and then using shift+tab in jupyter or doc string of the method to pass appropriate parameters.

# Numpy:

* A linear algebra library for python, almost all libraries of pydata ecosystem consider numpy as its building block, it is incredibly fast and has bindings to c libraries.
* Numpy arrays come in 2 flavours- vectors (1d- arrays) and matrices
* np.ones, np.zeros, np.random.randn will accept tuple of integers as input for a 2d array, but np.random.rand will accept only sequence of integers separate by a comma for min and max, then size as tuple. np.random.randn can be passed to dataframe for generating a random instant dataframe
* ex: np.ones((3,2), np.random.rand(min int(inclusive), max int (exclusive),(row x columns))
* to get the row count or column count, you can use .shape method for numpy array or pandas dataframe
* most commonly used array operations in numpy- reshape, min, max, argmin, arfmax, shape, dtype
* numpy is famous for its broadcasting
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* Slicing in numpy arrays is similar to that of lists
* But a copy of array you get by slicing is not a separate array, but just a view of it, **therefore if you make any changes to the new sub array you get by slicing, then the parent array from which you sliced will also have those changes reflected.**
  + **To avoid that you can use <np array>.copy method**
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* To access an element at ith row and jth column of a 2d array, then you can give arr[i,j]
* You can also retrieve the part of the matrix
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* Using comparison operator on a numpy array in broadcasting manner!
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* Operations on numpy array: you can perform element wise operation on a numpy array, i.e.,
  + if you perform addition on 2 numpy arrays, then element at 0th index of arr1 is added with element at 0th index of array 2
    - Addition, division, multiplication, subtraction are supported
  + Broadcasting is also supported at array level
    - +,\*,/,-,\*\* are supported
* When you try to divide zero by anything or anything by zero, numpy array operation will not result in an error, simply it just gives warning
* A universal function (or ufunc for short) is a function that operates on ndarrays in an element-by-element fashion, supporting array broadcasting, type casting, and several other standard features.
  + Go through the link https://numpy.org/doc/stable/reference/ufuncs.html
  + List of math operations supported by universal functions: <https://numpy.org/doc/stable/reference/ufuncs.html#math-operations>
* np.random.seed will let you generate the same random numbers

## numpy misc to be arranged above

--np.insert(features, 0, input\_data[label\_column], axis=1) #have to play with it and check

--computation with numpy array is 200x faster than lists

--a nD numpy array is alled tensor

--import numpy as np

b=np.arange(0,10,1)#(start,end,step)#similar to for loop end is not included in array

b->o/p:array([0, 1, 2, 3, 4, 5, 6, 7, 8, 9])

--a=np.linspace(0,1,6)#1 at ending is fixed total 6 positions remaining 5 positions (0+1)/5=0.2 so interval is 0.2 starting with 0

a#o/p:array([0. , 0.2, 0.4, 0.6, 0.8, 1. ])

--a=np.eye(3)#o/p:[[1., 0., 0.],[0., 1., 0.],[0., 0., 1.]]

b=np.eye(3,2)#o/p:[[1., 0.],[0., 1.],[0., 0.]]

c=np.diag([5,6,7,8])#o/p:[[5, 0, 0, 0],[0, 6, 0, 0], [0, 0, 7, 0],[0, 0, 0, 8]] notice the square braces

d=np.diag(c)#o/p:[5, 6, 7, 8]

a=np.random.randn(3,3)#gives random values of shape 3x3

a#o/p:[[ 0.26309984, -0.68504932, -0.05957326],[-0.25660805, 0.31861719, 0.65046857],[-2.41144948, -0.59969052, 1.15969629]]

a.dtype#will give datatype that a given numpy array holds

a=np.ones((3,3))#o/p:[[1., 1., 1.],[1., 1., 1.],[1., 1., 1.]],notice double braces

b=np.zeros((3,3))#o/p:[[0., 0., 0.],[0., 0., 0.],[0., 0., 0.]]

c=np.arange(10,dtype='int');print(c)#o/p:[0 1 2 3 4 5 6 7 8 9]

a=np.diag([1,2,3])

a#o/p:[[1, 0, 0],[0, 2, 0],[0, 0, 3]]

a[2,2]=5

a#o/p:[[1, 0, 0],[0, 2, 0],[0, 0, 5]]

--a=np.arange(1)

b=a[1:8:2]

c=a[5:]

print(a,b,c)#o/p:[0] [] []

or

a=np.arange(10)

b=a[::2]

c=a[::]

print(a,b,c)#o/p:[0 1 2 3 4 5 6 7 8 9] [0 2 4 6 8] [0 1 2 3 4 5 6 7 8 9]

--a=np.arange(0,10,1)

b=np.arange(0,10,2)

np.shares\_memory(a,b)#o/p:False

a=np.arange(0,10,1)

b=a[0::2]#this is a view,it shares common memory

c=a[0::2].copy()#this is a copy,it doesn't share common memory

np.shares\_memory(a,b)#o/p:True

np.shares\_memory(a,c)#o/p:False

--a=np.random.randint(0,20,10)#(start,end,count)will have elements from start to end-1 and the number of elements is count parameter

a#output:[ 8, 11, 18, 1, 18, 11, 1, 15, 0, 16]

--a=np.random.randint(0,20,10)

mask=(a%2==0)

a\_b=a[mask]#mask creates copy not views

a\_b

--a=np.array([0,10,20,30,40,50,60,70,80,90])

b=a[[0,3,2,4,7]]#an np array with 2 square brackets will deal with indices of nparray

a[[9,7]]=-200

a,b#array([ 0, 10, 20, 30, 40, 50, 60, -200, 80, -200]),array([ 0, 30, 20, 40, 70])

b=a+1#arithmetic operators operate elementwise on numpy array

c=a-b

a,b,c#array([ 0, 10, 20, 30, 40, 50, 60, -200, 80, -200]),array([ 1, 11, 21, 31, 41, 51, 61, -199, 81, -199]),array([-1, -1, -1, -1, -1, -1, -1, -1, -1, -1])

--a=np.array([147, 176, 105, 35, 229, 90, 140, 272, 44, 295])

b=a[[9,3,-4,5,1,6,7,-1,2]]#values in double square brackets indicate indices of the array a,np array b will hold corresponding indice vales declared in array a

b

--a=np.array(any\_list)#will create an array

--a=np.array([147, 176, 105, 35, 229, 90, 140, 272, 44, 295])

b=a+1#o/p:[148 177 106 36 230 91 141 273 45 296]

c=a-1#o/p:[146 175 104 34 228 89 139 271 43 294]

#all arithmetic operators operate element wise(corresponding position wise)

print(b,c)

--a=np.diag([3,5,7])

a[[1,2]]=4#will make second and third rows values 4 as index starts from 0

--a=np.diag([3,5,7])

a[1,2]=4#will make secondrow and third column value 4 as index starts from 0

c=a\*a# it can also be declared as a.dot(a)

c#o/p:[[ 9, 0, 0],[ 0, 25, 16],[ 0, 0, 49]]

--a=np.array([1,2,3,4])

b=np.array([5,2,2,4])

a=np.array([1,2,3,4])

print(a>b) #output:[False False True False]

print(a==b)#output:[False True False True]

np.array\_equal(a,b)#will return true or false

np.array\_equal(a,c)#will return true or false

np.logical\_or(a,b)#logical op

np.logical\_and(a,b)

np.sin(a)

np.log(a)

np.exp(a)#all above operations will return np array as output

--shape mismatch error will come when we operate on 2 uncompatible arrays

--flatten?

--ravel?

# Pandas

* An open source library built on top of Numpy
* Allows fast analysis, data cleaning, data preparation
* Can work with data from wide variety of sources
* Allows visualization of data

## Series

* Similar to numpy array and is built on top of numpy array
* Holds almost all types of objects as values, ex: dict ,list, numpy array
* Numpy array does not support indexes, series supports indexes and also allows to label those indexes
* Default index starts numbering from 0, check labels a, b, c from below image
* Will have only one column
* We can apply aggregate functions such as sum, max and others
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* Integers will be converted in to float in order to not to lose information
* You can also add values of 2 different series with matching labels, if any of the labels is missing, the resultant series will have nan as the value for those lables.

## Dataframes:

* Dataframes are **flexible and easy to use**, the reason is **when you operate on a dataframe and most of the times the result is still a dataframe and on that dataframe you can still perform a lot of other functions**
  + Example: Groupby, transpose and max are used on a dataframe but we an use all of them at once
    - Ex: df.groupby(‘Country’).max().transpose()[‘fb’]
    - This syntax will group all countries in to one row and include all columns it can i.e., if you are using a max function it will include employee name who’s salary is maximum. If you are using a sum function, then it cant return employee name column
* Below 3 declarations are same
  + df=pd.DataFrame(data=np.random.randn(5,4),index=['A','B','C','D','E'],columns=[‘W’,’X’,’Y,’Z’])
  + df1=pd.DataFrame(np.random.randn(5,4),['A','B','C','D','E'], [‘W’,’X’,’Y,’Z’]))
  + df2=pd.DataFrame(index=['A','B','C','D','E'], columns=[‘W’,’X’,’Y,’Z’]),data=np.random.randn(5,4))
* df.head() will give the first 5 rows, df.tail() will give the last 5 rows
* df.info() will give basic information such as row count, datatype and other information such as memory usage, count of each datatype columns, ex: 3integer type cols, 2 char columns
* columns and rows are treated as pandas series when tried to extract from dataframe
* axis = 0 means it refers to index (rows) axis=1 means it refers to data (columns), the explanation behind that will relate to df.shape syntax which gives a tuple with rows at 0th index and columns at 1st index ex: (4,5)
  + when I refer to some method that can be applied across rows or columns, then it means you can alter their implementation by passing axis = 0 or 1
* each column or row in dataframe is a series
* df[‘W’] is same as df.W but the first declaration is preferred as the second column might lead to overlap of column name with df methods
  + ex: if the column name is abs then df.abs is the way to retrieve the column and there is already an inbuilt method with it
* df[‘new\_col’] = df[‘existing\_col1] + df[‘existing\_col2’] is valid and is used to generate new columns
* df.drop(<column or row name in quotes>, axis=<0 for index, 1 for data>, inplace = <True if you want to have changes reflect in df, else if you want to assign it to new df and you want old df to be exactly same, then use false>)
* to access a one column you can use df[‘column1’] (this returns you a pandas series) or df[[‘column1’]] (this returns you a pandas dataframe), to access more data column, you can actually use df[[‘column1’, ‘column2’]] # **returns df pandas obj, therefore we can apply all methods on this obj which we apply in general to a df**
* two ways to access rows
  + df.loc: you have to give the row name ex: student id
    - you pass row index values, it is nothing but the values in the index of the dataframe, you can also slice dataframe based on index values
      * if the index is having date values, you can slice the dataframe as df.loc['2015-01-01':'2016-12-31'].std() both start and end values passed in slicing are inclusive
    - df.loc[‘row1’] -> returns df series obj
    - df.loc[[‘row1’]] -> **returns df pandas obj, therefore we can apply all methods on this obj which we apply in general to a df**
    - df.loc[[‘row1’,’row2’]] -> returns df pandas obj
    - sal.loc[sal['EmployeeName']=='JOSEPH DRISCOLL']['JobTitle'] #this will let sal['EmployeeName']=='JOSEPH DRISCOLL'] return a Boolean series which will be feeded as input to sal.loc which will return a df with entries whose name has JOSEPH DRISCOLL, and job title of the joseph is retrieved
  + df.iloc: I in iloc stands for index,you have to give numerical index ex: 0,1,2
    - df.iloc[‘1’] -> returns df series obj
    - df.iloc[[‘1’]] -> returns df pandas obj
    - df.iloc[[‘1’,’2’]] -> returns df pandas obj
* **to access a particular value at ith  row and jth column use df.loc[‘I’,’j’]**
* **to access a particular subset of rows and columns use df.loc[[<list of rows to include>],[<list of columns to include>]]**

### CONDITIONAL SELECTION IN DATAFRAMES

* + if you want to only have positive values in a df and negative values as NAN, you can simply give df[df>0], if you want to remove negative values based on a particular column, then you can give df[df[‘w’]>0], if you want to return only a particular columns from dataframe after removing negative values from another df, then use df[df[‘w’]>0][[‘w’,’x’]]
  + **to include multiple conditions** df[(df[‘W’]>0) and (df[‘Z’]>2)] will give an error because normal **and** cant operate on series, so we have to use **& for and** operation **| for or** ex: df[(df[‘A’]<5) | (df[‘C’]>1)]

### index

* df.reset\_index this method will convert the existing index as a column of the existing df, use inplace=True if you want to reflect the changes in underlying dataframe
  + df.reset\_index(inplace=True)
* df.set\_index(existing\_column, inplace=True/False) this method will take existing column as input and that existing column is made index.
* df.index.names is used to get names of the indexes in df
* we can create multi indexes in a dataframe, for that you need to create a MultiIndex (check image below) dataframe object and pass it to dataframe creation syntax, to access sub index of the below DF, you need to use df.loc[‘G1’].loc[1]
  + ![Graphical user interface, text, application
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* In the below image, then you can use df.xs method
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  + To access a group g1 as a whole, you can use df.loc[‘G1’] or df.xs[‘G1]
  + if you want to access rows whose num index has value 1, you can use df.xs([‘G1’,1]) or df.xs(1,level=’Num’)
  + df.xs can not be used to set values

#### multi indexing at row and column level

easy way to create multi indexing at row level and column level at the same time by creating arrays for index and column names

row\_arrays = [

np.array(["row1", "row1", "row2", "row2"]),

np.array(["one", "two", "one", "two"]),

]

col\_arrays = [

np.array(["col1", "col1", "col2", "col2", "col3", "col3", "col4", "col4"]),

np.array(["one", "two", "one", "two", "one", "two", "one", "two"]),

]

df=pd.DataFrame(np.random.rand(len(row\_arrays[0]),len(col\_arrays[0])),index=row\_arrays, columns=col\_arrays)

df.index.names=['in1','in2']

df.columns.names = ['cl1','cl2']

df.head()
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in the above code, we have declared a list of numpy arrays for row and columns as **row\_arrays** and **col\_arrays**, we passed them as **index** and **columns** to dataframe, mind that whenever you are using multi level indexing at row level or column level, together or each alone their corresponding length should be matching, i.e., in **row\_arrays** list you have multiple np arrays, length of each np array should match the **count of rows** in the corresponding dataframe

##### setting existing multiple columns as indexes

setting existing multiple columns as indexes will make accessing values for a particular set of column attribute related elements, for example let’s say your data is like below

d = {'num\_legs': [4, 4, 2, 2],

'num\_wings': [0, 0, 2, 2],

'class': ['mammal', 'mammal', 'mammal', 'bird'],

'animal': ['cat', 'dog', 'bat', 'penguin'],

'locomotion': ['walks', 'walks', 'flies', 'walks']}

df = pd.DataFrame(data=d)

df
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If you want to fetch all occurrences for a mammal which walks or a num\_legs for a cat which walks, then we need to set those multiple columns as indexes by using set\_indexes method which needs to be reassign it to the same df or pass inplace = true as parameter

d = {'num\_legs': [4, 4, 2, 2],

'num\_wings': [0, 0, 2, 2],

'class': ['mammal', 'mammal', 'mammal', 'bird'],

'animal': ['cat', 'dog', 'bat', 'penguin'],

'locomotion': ['walks', 'walks', 'flies', 'walks']}

df = pd.DataFrame(data=d)

df.set\_index(['class', 'animal', 'locomotion'],inplace=True)

df
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#now if we want the num\_legs of a cat which walks

df.xs(('cat','walks'),level=[1,2])['num\_legs'] #because cat is an animal which is at index 1 and walks is a values of locomotion which is at index 2

Get values at specified column and axis

**>>>** df.xs('num\_wings', axis=1)
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###### Note

When you don’t give any axis it will by default act on rows, if you want to act on columns, then you need to pass axis = 1 parameter to df.xs() method

bank\_stocks.head()
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bank\_stocks.xs(key='Close',axis = 1,level="Stock Info").max()

bank\_stocks.xs(('Close'),level = 1, axis = 1).max()

you can see 2 levels for columns above level 0: bank ticker, level 1: Stock info, so you can either pass level value (0 or 1) or name of level

both the above syntaxes are same

### missing values

* df.dropna:
  + axis=0(for dropping rows), axis=1 for dropping columns
  + thresh=<int>, will drop rows, if the count of na’s is greater than or equal to specified int
* df.fillna(value=<any value that you want to fill in place of np.nan>
  + to fill a specified column, df[‘A’].fillna(value=df[‘A’].mean()

### group by

group by will group similar columns based on the unique values in the column provided and act on remaining numerical columns to give output

ex: grouping people based on surname and getting average income of the family

* + Groupby, transpose and max are used on a dataframe but we an use all of them at once
    - Ex: df.groupby(‘Country’).max().transpose()[‘fb’]
    - This syntax will group all countries in to one row and include all columns it can i.e., if you are using a max function, it will include employee name who’s salary is maximum. If you are using a sum function, then it can’t return employee name column

#### Generating a matrix plot (viable for heat map) using groupby method and unstack

df.groupby(by=['Hour','day']).count()['twp'].unstack(level=-1)

this generates a matrix plot when you use unstack

##### level = -1

will make the first value of list assigned to **by** keyword above i.e., **hour (unique values)** as index and **day** **(unique values)** as column labels

##### level=0

will make the first value of list assigned to **by** keyword above i.e., **hour (unique values)** as column labels and **day** **(unique values)** as index

### Merging, joining and concatenating

#### concatenation

Concatenation in dataframes is much similar to concatenation of strings except that here we can concat one dataframe to another by attaching it as

* Horizontally, i.e., as extra rows by giving axis=0, this is **default** and for this to happen, you need to match dimensions of both dataframes
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* Vertically, i.e., as Extra columns by giving axis=1
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while concatenating, in the place of missing values, it will fill with nan

pd.concat(< list of df’s> ,axis)

##### note

when you are concatenating one group of columns with another group of columns and you want to have different common value for each group of column, then you can pass keys

bank\_stocks=pd.concat(<list of dataframes you want to merge>,axis=1,keys=<list of different names you want to give to the dataframes passed in first arguments>)

here we gave axis=1 which means we are joining across columns, if you give axis = 0, you will join across rows

now you will be having 2 levels of variables as column names which will look like this
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If you want to give names to them, you can use bank\_stocks.columns.names = ['Bank Ticker','Stock Info'] # as we have 2 column levels
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#### merge

as the name suggests, merging means merging 2 dataframes in to one similar to the logic of merging 2 tables in SQL

pd.merge(<dataframe 1>, <dataframe 2> , how= <inner (default), outer, left, right, cross>, key =<a column or a list of columns>)

inner merge will only return matching columns, whereas the other merging methods such as left, right , outer will fill nan for cells when it doesn’t have any data related to them

#### join

a convenient method to attach columns of one dataframe to another, even with the mismatching index to result in a single dataframe

same as merge, but instead of key we use index here

ex: df1.join(df2, how= <inner (default), outer, left, right, cross>, key =<a column or a list of columns>)

#### difference between join and merge

both are similar to join implementation in SQL. But,in merge you specify the column based on which you want to perform the merge, in join merge is performed based on both the indexes of the data frame

#### operations

##### unique

this will return unique values for a given column

1. df[‘col’].unique()
2. if the col name is age you can also give df.age.unique()

##### nunique

this will return the count of unique values for a given column

df[‘col’].nunique()

##### value\_counts

this is used when you want to return the count of each unique value of a given column, lists things automatically in descending order

df[‘col’].value\_counts()

##### applied methods

for a given column, you can apply a function **which can be custom like multiply each element by 2, or an inbuilt function like lambda or len**, which will be broadcasted to all cells in the column

ex: def times2(num):

return num\*2

df['col1'].apply(times2)

* df[df[‘expiry date’].apply(lambda x: x.endswith(’25)].shape[0] # this will fetch all the rows of the df whose expiry date is of year 25 and it will return the count of rows
* df[‘mail’].apply(lambda x: x.split(‘@’)[1]).value\_counts().head() # **note that this is different from above and this will just return a pandas series and then performing value\_counts and head is a known part, a simple, beautiful yet complex example 😊**

##### df.drop

used to delete index or column and inplace is applicable

##### df.index, df.columns

will return index/ column names of a df

##### df.sort\_values

sort by values along either axis, even if the columns rejig the index values stay attached to rows

df.sort\_values(by=’col or row name’, axis=<0 or 1>)

##### df.isnull

will return a Boolean df having true for cells holding nan value

##### sal['BasePay'].mean()

will return the mean or average of basepay

##### sal[‘BasePay’].max()

will return the maximum of BasePay

##### df.pivot\_table

if we want to check the relation between unique values of one column with unique values of another column and declaring others as indexes (if needed)

import pandas as pd

data = {'A':['foo','foo','foo','bar','bar','bar'],

'B':['one','one','two','two','one','one'],

'C':['x','z','y','y','x','y'],

'D':[1,10,2,5,4,1]}

df = pd.DataFrame(data)

df.pivot\_table(values='D',index=['A', 'B'],columns=['C'])

note: columns A and B are combinedly made index and unique values of column C are made columns (x,y,z) in this case, values of d are populated as values, if there are more than one value possible for an item, then average of the values is considered.

##### df.map

dmap = {0:'Mon',1:'Tue',2:'Wed',3:'Thu',4:'Fri',5:'Sat',6:'Sun'}

df['day']=df['Day of Week'].map(lambda x:dmap[x])

# the above function will

##### df.corr()

this method will check correlation of each (afaik numerical) column with all columns (afaik numerical), example: if there are 3 columns correlation of a,a a,b a,c b,a b,b b,c c,a c,b c,c will be checked will be represented in a 3x3 matrix

below example gives the correlation between Hour and month of a df
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##### df.std()

will return standard deviation for each column in the dataframe

or you can get std dev for a particular column as well

ex: returns['BAC return'].std()

##### Group by

##### df.transpose

transpose index and columns of the dataframe

##### input and output

pandas reads and writes data in to different formats, majorly used are as below

* Excel
* Csv
* Html
* Sql

In excel pandas thinks of excel as a workbook as a group of sheets and each sheet is treated as a dataframe

###### pd.read\_html

this will take URL as input and will return a list of tables as dataframe objects to the output

###### pd.read\_sql

pandas is not well suited to read from SQL as there are wide variety of SQL engines such ah mySQL, postgres, sqlite

we need to search for drivers as there are different drivers for different engines

###### pd.read\_csv

this will read the excel file and convert it as dataframe

ex: pd.read\_csv(<path>, index\_col=0) #index\_col = 0 will make the first col as index

## pandas built-in data visualization

some methods used for visualization in matplotlib can directly be called using pandas objects, these visualization methods use matplotlib package under the hood, so therefore you can pass parameters which you use in **matplotlib** and **seaborn** methods

prefer this method of pandas implementation only when you want quick analysis, else if you want to customize plots or you can spare some time for these analysis, prefer seaborn or matplotlib

as seaborn has better visualizations and by default pandas uses matplotlib under the hood, using **import seaborn as sns**, will make the visualizations look much better because sns is better and built on top of matplotlib

you can use a df or column of a df to do these visualizations based on need and supported type

df[<col>].hist(bins=20)

df[‘A’].plot.kind(‘hist’,bins=20) is same as df1['A'].plot.hist(bins=20) and the second declaration is most useful

few examples:

df2.plot.area(alpha=0.1)

df2.plot.bar(stacked=True) #if there are multiple columns and multiple indexes, then you will have indexes on x axis and multiple bar plots(because of multiple column values) for each index value ,stacked=True will let one bar stacked on another for the same index

df1.plot.line(y='B',figsize=(12,6),lw=1) #notice you are passing matplotlib arguments such as figsize and lw

df1.plot.scatter(x='A',y='B',s=df1['C']\*100)

## df snippets

* To make the first row as header

# new\_header = X\_train.iloc[0] #grab the first row for the header

# X\_train = X\_train[1:] #take the data less the header row

# X\_train.columns = new\_header #set the header row as the df header

## pandas misc

* df.pop a easy method which is used to remove a column from a df
* if you are going to read a file using pd.read\_csv method and in the file you don’t have column names, but you know the column names and if you already stored them in list, you can pass that list as a parameter to the read\_csv method like below
  + df = pd.read\_csv(‘df\_without\_column\_names.csv’, names = <list of names that you want to assign as columns to the df being used> , header = None)
* Difference between min , argmin, idf min
  + Min will return the minimum value , can be applied to a column, can’t be applied to a dataframe
  + arg min will return the count of the minimum occurrence (if the minimum value for a column is at position 6, then it returns 5 as count starts from 0), can be applied to columns but not to a whole dataframe
  + idx min will return the corresponding index value for a minimum occurence, can be used on a single column or whole dataframe
* if you want to slice the dataframe or you want to access a particular row based on index, then you can use df.ix
* If you want to get just the minimum value or maximum value for each column or row, then you can pass df[‘col’].min or df[‘col’].max
* if you want to get minimum value of a column, you can use advance methods such as argmax , argmin or idxmax , idxmin
  + sal.loc[sal[‘total\_benefits’].idxmin()]
  + sal.iloc[sal[‘total\_benefits’].argmin()]
* when the index column of a dataframe is having time/date then it is called a **time series index**
* del df[‘day’] # this will remove the day column from df
* pct\_change method for column or rows can be used to calculate percentage change comparing it to previous date
* moving average can be calculated using the below example:
  + bank\_stocks['BAC']['Close'].loc['2008-01-01':'2008-12-31'].rolling(window=30).mean().plot(label='ma')

# matplotlib

* matplot lib is a popular **plotting library** for python
* it gives control over every aspect of a figure or plot
* designed to give a similar feel to matlab’s graphical plotting
* works well with **pandas** and **numpy arrays**
* %matplotlib inline – this will let you see the plots you use on jupyter be visible on jupyter automatically when you try to execute something that is related to plotting information, if you are not using jupyter, then you have to import matplotlib.pyplot as plt, after giving all the code needed for visualization, use plt.show(), this is just like printing the plot

## Plt methods

plt.plot(x,y) #plots 2 arrays or inputs

plt.xlabel(<string that you want to name x axis>)

plt.ylabel(<string that you want to name y axis>)

plt.title(<title that you want to give to the plot>)

### creating single plot on canvas using functions

import numpy as np

import matplotlib.pyplot as plt

%matplotlib inline

import numpy as np

x = np.linspace(0, 5, 11)

y = x \*\* 2

plt.plot(x, y, 'r') # 'r' is the color red

plt.xlabel('X Axis Title Here')

plt.ylabel('Y Axis Title Here')

plt.title('String Title Here')

plt.show()

### creating fig using OOPS way

when you create figures using OOPS way you can create multiple figures and can also create figures inside figures and give different parameters using their object reference

#### add\_axes method

it will accept 4 parameters,

1. starting x point
2. starting y point
3. offset from starting x point (end point (on x axis) horizontal distance from starting x point)
4. offset from starting y point (end point (on y axis) vertical distance from starting y point)

##### functional example

1. here you will create a **figure object fig using plt.figure**
2. then you will create **axes object using fig.add\_axes** method
3. then on this **axes object** we will do all operations such as axes.plot, axes.set\_title, axes.legend, you can pass below parameters such as color and so on
   1. color=<’color name or hex code’> #ex: green or you can give any name you find with crayons- ex: gray, purple, or hexcode such as FF8C00
   2. linewidth = <int or float> or lw = <int> # width of the line
   3. alpha = <value between 0 and 1 (both 0 (full transparent) and 1 (no transparency) included)> decides the transparency of the line
   4. linestyle=<quoted symbol> #which decides the type of plot to be on the line, example values: ‘:’ ,’-‘ , ‘-.’ , ‘steps’
   5. if you want the plotted points of (x,y) then you can pass marker=’o’ which will plot the x versus y mapping on graph
      1. # possible marker symbols: marker = '+', 'o', '\*', 's', ',', '.', '1', '2', '3', '4', ...
   6. markersize=<int> or ms=<int> #which decides the size of the marker for plot of (x,y)
   7. other parameters are markerfacecolor, markeredgewidth, markeredgecolor
4. axes.set\_xlim, axes.set\_ylim : if we have a plot that starts from 0,0 and 5,25 the plot looks something like below
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But if you want only the part that is highlighted with black sketch, then you have to use set\_xlim, set\_ylim using axes object. ex: ax.set\_xlim([3,4]), ax.set\_ylim([10,15])

###### ex:

import numpy as np

x = np.linspace(0, 5, 11)

y = x \*\* 2

fig=plt.figure()

fig.add\_axes([0,0,1,1])

axes1=fig.add\_axes([0.1,0.1,0.8,0.8])

axes2=fig.add\_axes([0.2,0.2,0.4,0.4])

axes1.plot(x,y)

axes2.plot(y,x)

axes1.set\_title(‘axes 1 title’)

axes1.set\_xlabel(‘x- label’)

output

![Chart, line chart

Description automatically generated](data:image/png;base64,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)

###### legend

if you are having a figure with multiple plots inside it, then you need to specify detail about each plot, such that it will increase readability

example

fig=plt.figure()

ax=fig.add\_axes([0.1,0.1,0.8,0.8])

ax.plot(x,x\*\*2,label='X-squared')

ax.plot(x,x\*\*3,label='X-cubed')

ax.set\_xlabel('x-axis')

ax.set\_ylabel('y-axis')

ax.set\_title('plotted after understanding concept')

ax.legend(loc=0) #this is needed for the legend to be applied on figure, and loc=0 (there are other loc values which gives different positions to place the legend on figure) means the position of the legend will be displayed on the best suitable positon without disturbing the plot, or you can also pass the string to loc by saying where you want to position the legend, ex: center, center left, upper left link: <https://matplotlib.org/stable/api/legend_api.html#:~:text=a%20numeric%20value%3A-,Location%20String,-Location%20Code>

, else you can pass a tuple as custom co ordinates where you want to list the legend

#### OOPS approach

We can create a figure object using plt.subplots and then create a sub plot and call that subplot object and add as many points to be plotted

##### Multiple axes on same canvas

fig=plt.figure()

ax1=fig.add\_axes([0,0,1,1])

ax2=fig.add\_axes([0.2,0.5,.2,.2])

ax1.set\_xlabel('x')

ax1.set\_ylabel('y')

ax2.set\_xlabel('x')

ax2.set\_ylabel('y')

ax1.plot(x,y)

ax2.plot(x,y)

###### output

![Chart, line chart
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##### Ex using subplots:

fig,axes = plt.subplots(nrows=1, ncols = 2, ,figsize = (15,2) , dpi=100) # this will arrange 1 x 2 = 2 plots in a 1 x 2 matrix form, fig size(x,y) – x,y are width and height, should be in inches, dpi means dots per inch or pixels per inch

# here axes we get is similar to the ones that are created in the fig.add\_axes method, difference between plt.figure and plt.subplots is that plt.subplots does the implicit add\_axes method based on rows and columns

plt.tight\_layout() # this will prevent overlap of plots

axes # here axes will hold a nrows x ncols dimensional array where you can iterate upon (OO method) and store different plot values for different subplots or you can access them using indexing such as index[0]

# plotting using for loop

for current\_axes in axes:

current\_axes.plot(x,y)

# or you can give

axes[0].plot(y,x, label=’ y square rooted’)

axes[0].set\_title(‘plot using OOPS’)

axes[1].plot(x+1,y, label=’x+1 vs xsquared’)

axes[1].set\_xlabel(‘x axes’)

ax.legend(<loc value as discussed above or a tuple with co ordinates to inform matplotlib to where to list it on figure>)

fig.save\_fig(‘mlfig.png’, dpi=100) # you can also specify dpi in the current savefig method, if you forgot to specify it at above code

##### creating sub plots using plt.subplot on same canvas

import numpy as np

import matplotlib.pyplot as plt

%matplotlib inline

import numpy as np

x = np.linspace(0, 5, 11)

y = x \*\* 2

# plt.subplot(nrows, ncols, plot\_number)

plt.subplot(1,2,1)

plt.plot(x, y, 'r--') # More on color options later

plt.subplot(1,2,2)

plt.plot(x,z,linewidth=3,linestyle='\*-',color='green')#another type of parameter declaration

###### output:
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### plot methods

you can have the following plots using plt

1. normal graph like plot
2. scatter plot, ex: plt.scatter(x,y)
3. histogram plot - plt.hist(data)
4. box plot - plt.boxplot

### style sheets

Matplotlib has style sheets (http://matplotlib.org/gallery.html#style\_sheets) you can use to make your plots look a little nicer. These style sheets include plot\_bmh,plot\_fivethirtyeight,plot\_ggplot and more. They basically create a set of style rules that your plots follow. I recommend using them, they make all your plots have the same look and feel more professional. You can even create your own if you want your company's plots to all have the same look (it is a bit tedious to create on though).

Ex: plt.style.use('ggplot')

### Matplotlib Misc:

* Line plot: to draw a line plot you can simply use matplotlib.pyplot.plot method or df[‘col’].plot or df.iplot or df.plot, if you use df.plot, each column will be plotted as a separate line and you can have legend information as well

### further reading

* [http://www.matplotlib.org](http://www.matplotlib.org/) - The project web page for matplotlib.
* <https://github.com/matplotlib/matplotlib> - The source code for matplotlib.
* <http://matplotlib.org/gallery.html> - A large gallery showcaseing various types of plots matplotlib can create. Highly recommended!
* <http://www.loria.fr/~rougier/teaching/matplotlib> - A good matplotlib tutorial.
* <http://scipy-lectures.github.io/matplotlib/matplotlib.html> - Another good matplotlib reference.

# Seaborn

* Statistical plotting library
* Bulit **on top of matplotlib (**that is why we will use **%matplotlib inline** in jupyter notebook even for seaborn plot**)**
* Designed to work very well with pandas dataframe objects
* Seaborn comes with builtin datasets that can load instantly
* Ex: tips=sns.load\_dataset('<dataset name>')

## Distribution Plots

### Dist plot (Distribution plot)

* Allows us to show distribution of a univariant (one variable) set of observations
* Need to pass only one variable(a column data) for this plot
* ex: sns.distplot(tips['total\_bill'],kde=False,bins=20)

#### Parameters for distplot

* bins -> how many ranges in which you want to divide your data in to (ex: 0-10,10-20,20-30 …).how many histogram bars do you want

### joint plot

* similar to plotting 2 dist plots at once, urf- allows you to handle bivariate data

#### declaration 1:

here you will specify column names directly and pass dataframe for keyword data

sns.jointplot(x='total\_bill',y='tip',data=tips,kind='kde')

#### declaration 2:

here you can plot a joint plot for dataframes of 2 different columns, by just passing the row or column

sns.jointplot(x=tips['total\_bill'],y=flights['tip'])

#### parameters for jointplot

* x : variable whose values you want to plot on x axis
* y : variable whose values you want to plot on y axis
* data: dataframe whose data you will be plotting on x and y
* kind: type of plot you want to plot on graph
* ex: reg, scatter (default), hex, kde

### pair plot

* plots data for numerical columns in the data in the form of 2 pairs, for example if you have a,b,c as numerical columns, then plotting will be done in the form of following pairs (a,a),(a,b) ,(a,c) ,(b,a) ,(b,b) ,(b,c) ,(c,a) ,(c,b) ,(c,c) and accepts categorical data as hue (which will let each category being represented with a unique color on the plot, below you can see males and females getting displayed with different colors)
* size of dataset is parallel to the execution time
* ex: sns.pairplot(data=tips,kind='scatter',hue='sex',palette='coolwarm',) #here palette accepts a wide variety of values which you can choose from when you google **matplotlib colormap**
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#### parameters for pairplot

* data : data that you want to be plotted
* kind: type of plotting mechanism
* hue: categorical column that you want to depict differently in plots

## Categorical Plots

### Bar plot

Visualization by performing action by grouping them into categories, here the action can be any aggregation function (inbuilt or custom)

Ex: average tip by male and female- first group by sex and then calculate average tip for each of them

Example syntax:

import numpy as np

sns.barplot(x='sex',y='total\_bill',data=tips,estimator=np.std)

### count plot

similar implementation to bar plot, but the action here is count of occurrence, so there is no need of second variable

ex: sns.countplot(x='sex', data=tips)

### box plot:

plotted between a categorical and numeric column, can also add a hue.

sns.boxplot(x='day', y='total\_bill', data=tips, hue='smoker')

![Chart, box and whisker chart
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### Violin plot

Similar to box plot, has good amount of data in form of visualization, but difficult to visualize as plot is a bit ambiguous

Ex: sns.violinplot(x='day',y='total\_bill',data=tips,hue='smoker', split=True)

Hue= smoker will let bill be calculated in 2 parts: smoker – yes or no

Split=True will let the hue be displayed on 2 sides
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### Strip plot

Scatterplot for categorical values based on numerical values

Ex: tip given on any day of a week

Problem here is, for repeating patterns, overlap happens and we cant know the intensity of the overlap, to avoid that we will set jitter=True

Ex:sns.stripplot(x='day',y='total\_bill',data=tips,hue='sex',dodge=True,jitter=True)

![Chart, scatter chart
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### swarm plot

A mixture of scatterplot and violin plot (and is similar to box plot), except that all points (maximum) are plotted on the graph

Won’t work well with huge data

Ex: sns.swarmplot(x='day',y='total\_bill',data=tips)

![Chart, scatter chart

Description automatically generated](data:image/png;base64,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)

### Factor plot

You can pass the data you want and also you can specify the type of plot you want, it basically means you can specify the type of plot at runtime, types of plots supported are "strip", "swarm", "box", "violin", "boxen", "point", "bar", or "count"

Ex: sns.catplot(x='day',y='total\_bill',data=tips,kind='box')

### kdeplot

syntax: sns.kdeplot

## Matrix plots

To perform matrix plots need we need matrix form i.e., names for index and column names should indicate value or hold information ex: df.corr(), df.pivot\_table

### Heat plots

Heatplot show relation between an index values and column values

Syntax: sns.heatmap(<matrix plot>,annot=<bool>,cmap=<type of coloring you want>,linecolor=<>,linewidth=<>)

Note: in the below example you can notice total\_bill, tip, size (as rows) is plotted against total\_bill, tip, size (as columns) which represents that it needs matrix form
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Ex2:

fp=flights.pivot\_table(index='year',columns='month',values='passengers')

sns.heatmap(fp,cmap='magma',linecolor='yellow',linewidth='2')

![Background pattern
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#### Heatmap using iplot

closing\_price\_corr.iplot(kind='heatmap', colorscale = 'rdylbu')

### Cluster map:

This tries to show columns and rows of map together based on similarity, and clusters based on th index values passed through the df (which is in matrix form)

As clustermap might be having multiple values standard\_scale = n will let values be standardized between 0 and n

Ex: sns.clustermap(fp,cmap='magma',standard\_scale=1)

![Chart, bar chart
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## Grids

Used to automate subplots based on features of data

### PairGrid

Pairgrid is a subplot grid for plotting pairwise relationships in a dataset.

We can compartmentalize grids to plot different plots, or plot same plots across all grids

In this we can compartmentalize grids in to

1. upper (cells above diagonal)
2. diagonal
3. lower (cells below diagonal)

#### same plot across all grids

g = sns.PairGrid(iris)

g.map(plt.scatter)

#### compartmentalize grids

g = sns.PairGrid(iris)

g.map\_diag(plt.hist)

g.map\_upper(plt.scatter)

g.map\_lower(sns.kdeplot)

### FacetGrid

FacetGrid is the general way to create grids of plots based off of a feature

Facet grid is useful when you want to check plot based on certain condition, for example you want to plot different histograms of **total\_bill** for a **smoker** and **nonsmoker** for **different member counts**

Syntax:

g=sns.FacetGrid(data=<df>, col =<>, row = <>)

g.map(<plot type>,<column1>,<column2>..)

ex:

g=sns.FacetGrid(data=tips,col='size',row='smoker')

g.map(plt.hist,'total\_bill')
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#### Note:

We have given col= size, size has categorical values of 1 to 5, so we can see 5 columns in above plot

Row=’smoker’ smoker has 2 categories, therefore we will have 2 rows of projecting the same, when you map it to a plot, using p.map(plt.hist,’total\_bill’) you are plotting it as histogram considering total\_bill to be plotted as a univariant plot

## regression plots

### lm plot

helps to plot linear models with seaborn

ex: sns.lmplot(data=tips,x='total\_bill',y='tip',col='smoker',row='time',hue='sex',markers=[ 'x','v'],aspect=0.5,height=8)

note: having row and column parameters will make the plot look like facet grid, you can also specify markers

## Style and color

### sns.set\_style

to set background

### sns.despine

used to remove or set border lines of graph

### size of figure

plt.figure(figsize=(12,3))

as sns uses matplotlib under the hood, we use figsize to set size

### sns.set\_context(context=<poster or notebook or paper>, font\_scale=<int>)

this helps in modifying plot diagram as per the need, also to set fontsize

# Plotly and cufflinks

* plotly is an interactive data visualization library
* cufflinks connects plotly with pandas
* plotly is completely free in offline mode to handle visualizations and if you want to handle vizualisations online, then you need to go for paid options
* you need to do a set of installations before using plotly
  + !pip install plotly
  + !pip install cufflinks
  + !pip install chart-studio
* Few imports to be done before hand
  + import plotly,cufflinks as cf
  + import chart\_studio.plotly as py
  + from plotly.offline import download\_plotlyjs,init\_notebook\_mode,plot,iplot #plotly.js is used so that it can create iplot (interactive plots )
* custom parameters to be set
  + init\_notebook\_mode(connected=True) # will connect JS to notebook, so that we can see everything in the notebook
  + cf.go\_offline() #allows us to use cufflinks in offline mode

## iplot

an interactive way of plotting where you can hover over the plot (to get details), zoom in or out, save as png, remove or add particular parameters

### scatterplot

df.iplot(kind='scatter',x='A',y='B',mode='markers',size=5)

### barplot

df.iplot(kind=’bar’)
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df.sum().iplot(kind=’bar’)

we have used an aggregate function here because bar plot in general needs values which don’t fluctuate much, If they fluctuate too much, there is nothing left for in sights, so using an aggregation function and the plot will be as follows

![Chart, box and whisker chart
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### Box plot

No need for implementing aggregate functions like we did in bar plot, because box plot implements aggregate functions under the hood

df.iplot(kind=’box’

### 3d plot

df3=pd.DataFrame({'x':[1,2,3,4,5],'y':[100,200,500,300,400],'z':[5,4,3,2,1]})

df3.iplot(kind='surface',colorscale='rdylbu')

### hist plot

ex1: df['A'].iplot(kind='hist',bins=20)

ex2: df.iplot(kind='hist',bins=20)

### spread plot

used to compare stocks data

df[['A','B']].iplot(kind='spread')
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### Bubble plot

This is similar to scatter plot, but here you can decide the size of a particular bubble (x,y) based on the third column value z

df.iplot(kind='bubble',x='A',y='B',size='C')

in the above example you are taking A and B columns as X and Y, taking size values as corresponding C column entry.

Used for examples of world GDP, happiness index

### Candle plot

BAC[['Open','High','Low','Close']].loc['2015-01-01':'2016-01-01'].iplot(kind='candle') #you need to pass Open, Low, High, Close as they are the only values needed to plot candles

### Technical analysis plots ta\_plot

#### EMA and SMA

Ema:

bank\_stocks['MS']['Close'].loc['2015-01-01':'2015-12-31'].ta\_plot(study='ema',periods=[13,22,51]) #you need to pass a particular value such as open or low or high or close

SMA:

bank\_stocks['MS']['Close'].loc['2015-01-01':'2015-12-31'].ta\_plot(study='sma',periods=[13,22,51]) #you need to pass a particular value such as open or low or high or close

#### Bollinger bands

bank\_stocks['BAC']["Close"].loc['2015-01-01':'2015-12-31'].ta\_plot(study='boll')

#you need to pass a particular value such as open or low or high or close

### Scatter matrix

Scatter plot in similar to pair plot representation, if tried for large datasets, might crash python kernel
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# Geographical plotting

* geographical plotting is difficult because of the reason that various different type of data is to be used for plotting
* using plotly for plotting is a good choice because it has a basemap extension which will help in generating static geographical plots
* it looks a bit typical as the data passed to it should be compatible, for example a location parameter below should have abbreviated country names which are to be in plotly supported form

## plotting USA

example code:

import chart\_studio.plotly as py

from plotly.offline import download\_plotlyjs,init\_notebook\_mode,plot,iplot

import plotly.graph\_objs as go

init\_notebook\_mode(connected=True)

#

data=dict(type='choropleth', #specifies what type of geographical plot we are doing

locations=['AZ','CA','NY'], #list of state abbreviation codes

locationmode='USA-states', #county level

colorscale='Jet',

reversescale = True # this will let you have the colour scale reversed(along with values) so you can decide wether to have a thick color or thin color for a column (you want to plot values of) value which is high

text=['Arizona','California','NewYork'],#text which we want when we are hovering on plot, for above locations element wise

z=[1.0,2.0,3.0],#actual values that are going to be shown on colorscale and plot above mentioned locations with these color codes

marker = dict(line = dict(color = 'rgb(255,255,255)',width = 2)), #the line parameter will let the states in the USA get seperated by line

colorbar={'title':'colorbar title goes here'})

layout=dict(geo={'scope':'usa'})

choromap = go.Figure(data = [data],layout=layout) # we need 2 objects- layout, data

iplot(choromap)

* it is almost impossible to remember the syntax as it is a bit complex, it is wise to refer documentation and also we need 2 variables **data** and **layout** with appropriate values to plot

## world plot

data=dict(type='choropleth',

locations=world['CODE'],

locationmode='country names' # this is needed if the above locations is not accepting code (for example Afghanistan-> AFG) as its series(a column of dataframe) value for above **locations** parameter.

z=world['GDP (BILLIONS)'],

text=world['COUNTRY'],

colorbar={'title':'GDP in billion USD'},

)

layout3=dict(title='Global GDP',

geo=dict(showframe=False,

projection={'type':'stereographic'}#type of projection you want on graph

)

)

choromap3=go.Figure(data=[data],layout=layout3)

iplot(choromap3)

# package managers and related information

## Anaconda

Anaconda is a popular distribution (an implementation of language along with tools and (or) libraries) of python

Jupyter: a popular development environment in anaconda where you can run code, display images, write markdown code within a single notebook

* To update python in conda env: conda install python= <version you want to update>
* **env** command will list all environment variables in linux

-You can manually specify the path to the conda executable to use for activation (version 4.4+). To do so, open the Command Palette (Ctrl+Shift+P) and enter Preferences: Open User Settings. Then set python.condaPath, which is in the Python extension section of User Settings, with the appropriate path.

-we can have different environments in conda, and each environment can have different packages installed.

### to activate a particular environment we have to use

conda activate <environment name>

### similarly to deactivate a particular environment we have to use

conda deactivate <environment name>

### to remove existing package:

conda env remove -n <name of package >

### to see the list of already available conda environments

conda info --envs or conda env list

(snowflakes) saivinil\_pratap@TIGER02143:~$ conda info --envs

# conda environments:

#

base /home/saivinil\_pratap/miniconda3

snowflakes \* /home/saivinil\_pratap/miniconda3/envs/snowflakes

the \* shows that the snowflakes is the current active environment,alternatively you can confirm this by seeing the name that is in the brackets above when we try to execute the command "conda info --envs"

### if you want to move back to base environment, you can simply type-

conda activate

### create new environment

#### if you just want to create environment

conda create --name <environment name>

#### if you want to specify python version and list of packages you want to install in this environment

this will move the environment to default environment which is base.

-when you create a new environment conda uses the same python version which is used to download and install anaconda, if you want to create a new environment with different python version, then you have to use the following command (conda env create or create env):

conda create --name <environment name> <packages you want to install, separated by space> python=<version>

ex: conda create --name MLproj-env numpy scipy python=3.7

### creating conda environment from existing yaml or another file

execute the below command

conda env create -f <path of the environment file>

### creating new environment from existing environment

Yes, there is a conda command to create a duplicate environment from an existing environment. The command is conda create with the --clone option followed by the name of the environment you want to clone.

Here's an example command:

conda create --name new\_environment --clone existing\_environment

### renaming existing\_environment

conda rename -n <old name> <new name>

### to delete conda environment:

conda env remove -n <env name>

### if you want to search for a package in ANACONDA REPOSITORY

ex: conda search \*eauti\* (it supports wild card entries and it will check the repository and lists the package that has "eauti" inside it )

### Export your active environment to yml file

conda env export > <path of the file where we want to save env file>

#### contents of yaml file

it will have environment name (name:) and channels from which conda packages are installed (channels:) and packages installed in the current environment (dependencies:) dependencies section can also have sub section called (pip:) this section will have pip packages installed in the current conda environment. This is a good feature because, you can install python packages using conda channels or pip, Also all pip package commands can be executed in here.

### exporting your current environment to yml file without build information

conda env export --no-builds > <environment file name>

ex: conda env export --no-builds > env.yml

### updating current conda environment using yaml file

conda env update --file <yml file location>

### conda lock

used to lock the dependencies and

### .condarc file

Can be abbreviation of **CONDA** **R**untime **C**onfiguration or **CONDA** **R**eusable **C**onfiguration.

This is a yaml configuration file which will have the conda preferences.

You can edit the .condarc file using any text editor.

Here are some of the things that can be stored in the .condarc file:

* Channels: A list of channels to search for packages.
* Package priorities: The priority of each channel in the search order.
* Proxy settings: The proxy server to use for network requests.
* Environment directories: The directories to search for environments.
* Prompt: The text to display in the shell prompt.
* Other configuration options: There are many other configuration options that can be set in the .condarc file. For a complete list, see the conda configuration documentation.

### Updating all packages in current conda environment

conda update –all

#### upgrade all pip packages in current conda environment

##### first way

pip3 list -o | cut -f1 -d' ' | tr " " "\n" | awk '{if(NR>=3)print}' | cut -d' ' -f1 | xargs -n1 pip3 install -U

##### second way

pip install pipupgrade

pipupgrade --verbose --latest --yes

## Pip

### pip environment related

* Pip virtual environment
  + To create environment using pip:
    - python3 -m venv <env-name> or python -m venv <env-name>
  + after you create environment it will create a folder **with the name of the environment you gave in python3 -m venv <env-name>** in the directory where you ran the command, and it will store all related info in the folder, so to activate the environment in the below command you will call **activate w**hich is stored in the folder that is created,
  + To activate pip environment in linux (should be done from the folder where it is created)
    - source <env-name>/bin/activate
  + else if you created the environment in the root folder and you are somewhere deep inside another folder, you can give
    - source ~/<environment-name>/bin/activate
  + to deactivate environment
    - type deactivate

#### if you are not able to detect installed python environment

if you have installed a python package and then not able to run it by executing a python program, but when you are trying to install, it says “requirement satisfied” and you are also able to import it in python interpreter, you can do

python

import <package>

package.\_\_path\_\_

this will give you the lib path, for example '/home/tiger03104/miniconda3/envs/experiment/lib/python3.11/site-packages/poetry'

now you at lib level of the path you will find a bin, and using that bin path (or simply replace the lib in above path with bin (provided that bin folder exist at that level) and omit the rest of the path, example – ‘/home/tiger03104/miniconda3/envs/experiment/bin’ and add that to path

##### note

sometimes even after adding path, you might not be able to import, so recheck after you add path to your path and restart and check even if still things don’t work.

### pip install -e .

The command **pip install -e .** is used to install a package in "editable" or "developer" mode. The **-e** or **--editable** flag is used to specify that the package should be installed in editable mode. The **.** at the end of the command is used to specify the current directory as the location of the package to be installed.

When you run the command **pip install -e .**, pip will install the package in the current directory in editable mode. This means that changes made to the package's source code will be immediately reflected in the installed package, without the need to re-install it. This is useful for development and testing, as it allows you to easily test changes to the package without having to go through the full installation process each time.

It's worth noting that the package to be installed must have the setup.py file in the current directory, and the package should be in a structured format, following the best practices and conventions, before being installed in editable mode.

Also, when installing in editable mode, pip will not create a new virtual environment, and it will install the package in the current environment. So make sure that you are in the correct environment where you want the package to be installed.

### To see all packages installed by pip in current environment

pip list

### To remove all packages installed by pip

Before you remove packages installed by pip, you need to save them somewhere so that if you get any issue while doing so, you can always recreate

So use the following commands

pip freeze > requirements.txt

#### to remove all packages at once

pip uninstall -r requirements.txt

#### to remove all packages at once

pip uninstall -r requirements.txt -y

#### imp note

if you want to uninstall a set of packages, you can mention them in a txt file and pass it to any of the immediate above 2 commands

### Exceptions and assertions in python

#### Default Exceptions:

--raise <error\_name> will raise an error ,if in try block will turn to exception block stopping execution in try block,else raises an error and stops execution

ex:raise ValueError("any message you want to type for that error"),message is optional

##### type 1:

try:

raise MemoryError("this is error",'second error')

except MemoryError as e:

print(e.args)

##### type 2:

try:

raise MemoryError

except:

print("any error message you want")

##### type 3:

try:

raise

except:

print("error raised manually")

##### type 4:

try:

raise MemoryError("this is error")

except Exception as e:

print(e)#incase you the chance of having one of the many exceptions getting raised. it will print the message that is typed with exception

--

import traceback#python traceback will help us get lot of information about how an exception is raised

try:

raise Exception('this is just to get an implementation of traceback')

except:

error\_file=open(r"C:\Users\saivinil.pratap\Desktop\log.txt",'a')

error\_file.write(traceback.format\_exc())

error\_file.close()

#### custom exceptions

class error(Exception):

"""base class for other esceptions"""

class invalid\_length(Exception):

"""when you pass invalid number of columns"""

try:

raise invalid\_length

except invalid\_length as e:

print("you need to pass valid number of arguments")

#### assert in python:

l=-1

'''assert is more or less like exception in python, to explain it with an example:

if you want to have only positive number in list and if you get any negative number you need it to be informed

in those cases you use assert statements

when the assert statement is false the string next to it will be raised as an assertion error

here we don’t have try and except so when an assert statement is failed it will stop there itself, assert statement is for programmers errors while programming and these statements can be removed after the application is fully developed as user side issues will be dealt with exceptions

'''

assert l>0, 'number is not positive'

### different types of installation ways to use from inside the python script (.py file)

#### check and install a package if it does not exist

* to install a package inside script (installing package inside script) subprocess check\_call: A call to this function runs the command with the arguments, waits for it to complete, then gets the return code. If zero, it returns, else it raises CalledProcessError. Such an object holds the return code in the returncode attribute.

spec = importlib.util.find\_spec('sagemaker')

if spec is None:

subprocess.check\_call([sys.executable, "-m", "pip", "install", "-U", " sagemaker==2.24.1"])

* + the above code checks whether the sagemaker 2.14.1 is installed or not, if not it will install, if yes does nothing

#### method 2

import sys

!{sys.executable} -m pip install "sagemaker>=2.99.0"

#this will check whether the listed version is installed, if not, interpreter will install

#### Method 3

Installing multiple packages and upgrading them in one line

! pip install botocore boto3 awscli --upgrade

### Write a python file from jupyter cell

%%writefile <path of the python file>

<lines of python code that you want to store as a .py file>

The above lines of code will create a python file in the above specified path

### reload a package (useful if we recently updated a package)

* If you make a change to a module and need to reload it, you need to either restart the interpreter or use a function called reload() from module importlib
  + syntax: importlib.reload(<package name>)

### Normal distribution

A function that represents the distribution (distribution means how values are distributed for a field) of randomly generated variables to represent a bell shaped curve

#### Random distribution generation and plot using python

Code:

df=pd.DataFrame(np.random.randn(1000))

df.plot.kde()

diagram representing above code:

![A picture containing text, plot, line, diagram
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### Python code to play sound

!pip install chime

import chime

chime.theme('zelda')

chime.success() #sound 1

chime.warning() #sound 2

chime.error() #sound 3

chime.info() #sound 4

chime.notify\_exceptions() #sound 5

### dependencies and sub dependencies

generally whenever you install a package, there might be some other packages that the current package (package that is being installed) will use, these packages are called sub dependencies.

So whenever you are updating a sub dependency, you should be also updating dependency that It is using those sub dependencies.

### To show whether a pip package is installed or not?

pip show <package name>

# string\_func:

-- to convert a timestamp which in in string to timestamp we need to use string.strptime to convert it into a timestamp format

--string.rsplit(separator, maxsplit)

Parameter Values

Parameter Description

separator Optional. Specifies the separator to use when splitting the string. By default any whitespace is a separator

maxsplit Optional. Specifies how many splits to do. Default value is -1, which is "all occurrences"

--string.replace(old, new, count)#we can replace as manytimes as we want look at the count parameter

--if you want a string with 5 dollar symbols just give stri=5\*'$'

--shorthand assignment operators are also called as augmented operators

--fstrings this is one of the best way to include variables in string the easier way, you just need to place f before the string and use flower braces for every variable you want to include in the string

t='temp'

stri=f'{t}hi' #this is valid and holds temphi

-- to withhold a large strings we can use '''(triple quotes) the information that is hold between triple quotes can be assigned to a variables

--in python strings we have escape sequences those escape sequences will start with '\' but there might be instances where we want the compiler to treat the '\' as a back slash , not an escape sequence, in that scenario preceeded by r so it will be treated as raw string.

raw\_str=r'this is a raw string which treats back slash as a '\' not as a escape sequence'#it also ignores escape sequences

raw\_str will be stored differently and will be printed(sent to console) differently

ex:

raw\_str=r'this is a raw string which treats back slash as a \\'' not as a escape sequence'

print(raw\_str)

raw\_str

--<string>.islower function will check wether all the elements in the string are lower or not and then return true or false accordingly, same happens with isupper function.

ex:

'123'.isupper()

'123'.islower() #both return false

'A12'.isupper() #true

'a12'.islower() #false

some similar functions are isdigit,isalnum

--<string>.isspace()#will return true if string is containing only space characters

ex:' \t'.isspace()#true

ex:' '.isspace()#true

ex: ' \b'.isspace()#false the string should have only blank spaces but \b is a blank space

--<string>.isdecimal()#will return true if the number is decimal

ex:'11'.isdecimal()#will return truw

,'11.1'.isdecimal()#will return false

,"\u0030".isdecimal(),"\u0047".isdecimal()

'\u0030'->unicode for '0'#will return true

'\u0047'-> unicode for 'G'#will return false

--<string>.istitle()# will return true if the starting letter of the text is capital, else letters in the first word should not be.

ex:

'Dad name is Pratap Badri Narayana'.istitle()#true

'dad'.istitle()#false

'DaD'.istitle()#false will return true only if the first letter (not other letters) in the first word are capital

--rjust and ljust will add spaces on the right side and left side making it the required length.

<string>.rjust(integer,pattern) or <string>.ljust(integer,pattern) or <string>.center(integer,pattern)#pattern is optional

ex:'hello'.rjust(10)#' hello' #rjust means keeping the text at rightside

ex:'hello'.ljust(10,'$')#'hello$$$$$' #ljust means keeping the text at leftside

ex:'hello'.center(10,'$')#'$$hello$$$'#center means keeping the text at center

note: rjust,ljust,center can be used recursively

ex:'hello'.rjust(10,'l').ljust(15,'r').center(20,'y') #will first append l at left to hello, then append r to right of hello, then append y to both sides of the result string, recursion is possible because each rjust,ljust or center will return a string.

--starts with and ends with are python string functions which will check wether the pattern is matching with the input string if matches will return true else false.

ex:'sadefcnedkfjcndkc'.endswith('dkc')#true

--strip function will remove the specified character at the both ends as long as the character pattern exists,whereas rstrip only removes at right end and lstrip removes only at left end

ex:'ppdfppppppppppppppppp'.rstrip('p')#'ppdf'

--strip function tries to strip letters(each seperately) that are passed as a parameter

ex:'abcabcdefabcghiabccab'.strip('abc')

the output is 'defabcghi' as it strips a or b or c that esist at the starting or at the end.

--when we want to concatenate multiple strings as a single string, we can use string formatting

ex:

name,age,sex,country='vinil','21','Male','india'

details='my name is %s, my age is %s, i am a %s, i am from %s' %(name,age,sex,country)#%s used here is called conversion specifiers

details

output:'my name is vinil, my age is 21, i am a Male, i am from india'

--import textwrap

string = "T his i ss a verry verry very very very long string."

print (textwrap.fill(string,4))

print( textwrap.wrap(string,4))

T #have to play with it and check

his

iss

a ve

rry

verr

y

very

very

very

long

stri

ng.

['T', 'his', 'iss', 'a ve', 'rry ', 'verr', 'y', 'very', 'very', 'very', 'long', 'stri', 'ng.']

###############################################

# math\_library:

math.sin(value) will calculate the sine angle of the value in radians

math.degrees(radians) will calculate values in degrees

math.hypot(value1,value2) will calculate hypotenuse

###############################################

# eval\_functionality:

it only acccepts string as its input.

eval is a very powerful function built in python, it helps in evaluationg an expression, an expression can be a statement or an code object

eval(polynomial expression in string format) will return the value by replacing variables with values that are defined by us

it will also take inbuilt functions or variables or keywords or defined functions. ex:type(eval('int'),type(eval('len'))

ex:

x,y=1,2

eval('x\*\*3 + x\*\*2 + y + 1') #will return 5 as output which is equal to the calculation of replacing variables in expression with values

ex:a=[1,2,3,4,5]

eval('a.insert(3,5)')

a#[1, 2, 3, 5, 4, 5]

--polynomial can be calculated in the below manner as well, this manner is useful when we want to create a polynomial easily without manual intervention

a list of values can be converted into a polynomial by using numpy.poly1d(list)

ex1:

import numpy as np

p1=np.poly1d([4,9,5,-4])

#p1 will be of datatype numpy.poly1d and the expression will be 4x\*\*3+9x\*\*2+5x-4

#if you want to pass the x value as 2 then

c=p1(2) # this will pass 2 as value of x to the above polynomial

ex2:

d=np.polyval(np.poly1d([4,9,5,-4]),np.poly1d(2))

#value of c and d[0] will be same in both the examples

--eval() will return int and bool types

ex:eval('False'):-output False-bool type

eval = eval(input("Enter any number of your choice"))

print(eval)

print(type(eval))

Enter any number of your choice: 10 + 10

20

<class 'int'>

###############################################

# regex\_func:

--often we use raw strings in the regex because we might have back slashes and compiler should not misunderstand them for escape sequences

re module has 3 string functions

1:split-> re.split->split(pattern, string, maxsplit=0, flags=0)

normal split -> string.split(separator,count) will split the string using seperator for the given count and returns the output in form od list

ex:'a b c d'.split(' ',2)

2:sub-> re.sub(pattern,substitute,string,count) #replaces the substitute in the pattern till the splitting count is matched

3:subn-> same as sub but returns tuple with the count of substitutions it done

4: re.findall ->

ex:import re

txt = "The rain in Spain"

x = re.findall("ai", txt)

print(x)#['ai', 'ai']returns a list, it returns the elements in the order it is found

5:re.search(): returns the match object(provided that a match is found, if not found it will return None) and it has many methods such as

ex: import re

x=re.search('there','hi there')#x.span() will return the start and end points for first occurence, x.string will return the string that is passed to perform operation on, in the above example it is "The rain in Spain",x.group() returns the part of the string where there was a match

print('match started at ',x.start(),'position', 'ends at ',x.end())#returns None if no match found

6:

symbols used in regex:

--[arn]-> returns match if it contains a or r or n

ex:

import re

txt = "The rain in Spain"

#Check if the string has any a, r, or n characters:

x = re.findall("[arn]", txt)

print(x)

if x:

print("Yes, arn there is at least one match!")

else:

print("No match")

#o/p:['r', 'a', 'n', 'n', 'a', 'n']

--[a-n] -> returns match if it contains letters that are in between a to n INCLUDING a and n

ex:

import re

txt = "The rain in Spain"

#Check if the string has any a, r, or n characters:

x = re.findall("[a-n]", txt)

print(x)

if x:

print("Yes, arn there is at least one match!")

else:

print("No match")

#o/p:['h', 'e', 'a', 'i', 'n', 'i', 'n', 'a', 'i', 'n']

txt="The rain in Spain"

--[^arn] Returns a match for any character EXCEPT a, r, and n

--[0-5][0-9] Returns a match for any two-digit numbers from 00 and 59

--[a-zA-Z] Returns a match for any character alphabetically between a and z, lower case OR upper case

--[+] IN SETS, +, \*, ., |, (), $,{} has no special meaning, so [+] means: return a match for any + character in the string

--^(starts with) ->x=re.search('^the',txt) #will return re.match object and you can use it in if condition to check like given below

if(x):

print('match found)

else:

print('doesn't match')

. (denoted by fullstop and fills in any character as replacement) a dot is like a fill in the blank with one space

.{3}-> exactly 3 empty blank spaces which will accept anything as input

.\* -> unlimited blank spaces

abcd$ -> will check wether the string ends with "abcd" or not

[a-m] -> will allow one letter which is in between a and m-%d

\ ->\d signals a special sequence and it will accepts one digit

$(ends with) -> the string before dollar symbol if it matches with the input it is a match

\* -> "zero" or more occurences

+ -> "one" or more occurences

| -> either or

() -> capture and group

special sequences:(these examples are underdeveloped refer link(https://www.w3schools.com/python/python\_regex.asp) if you want extensive information)

--\A ->starts with

ex:

import re

txt = "The rain in Spain"

#Check if the string starts with "The":

x = re.findall("\AThbe", txt)

print(x)

if x:

print("Yes, there is a match!")

else:

print("No match")

--\b -> returns a match if the specified characters are at the beginning of a word or at the ending of a word

ex1 for beginning of a word:

import re

txt = "ain in Spain"

#Check if "ain" is present at the beginning of a WORD:

x = re.findall(r"\bain", txt)

print(x)

if x:

print("Yes, there is at least one match!")

else:

print("No match")

ex2: if the pattern is present anywhere anynumber of times

import re

txt='ain the rain in spain'

res=re.findall(r'ain\b',txt)

if res:

print(res)

else:

print('no match')

--\B -> it will ignore the match(if exists ) at the start of the string or at the end of the string based on the way it is declared.

ex1(ignores pattern at the start of the string):

import re

txt = "ainThe rin Spain"

#Check if "ain" is present, but NOT at the beginning of a word:

x = re.findall(r"\Bain", txt)

print(x)

if x:

print("Yes, there is at least one match!")

else:

print("No match")

#the output will contain one 'ain' even though it has two ain's in the string

--\d Returns a match where the string contains digits (numbers from 0-9)

ex:"\d"

--\D Returns a match where the string DOES NOT contain digits

ex:"\D"

--\s Returns a match where the string contains a white space character

ex:"\s"

--\S Returns a match where the string DOES NOT contain a white space character

ex:"\S"

--\w Returns a match where the string contains any word characters (characters from a to Z, digits from 0-9, and the underscore \_ character)

ex:"\w"

--\W Returns a match where the string DOES NOT contain any word characters

ex: "\W"

--\Z Returns a match if the specified characters are at the end of the string

ex:"Spain\Z"

--the \d,\D,\w,\W,\s,\S .... etc are called shorthand codes for character classes, you know the meaning of class , you know the meaning of character,combine them both you get what is meant by character class

--import re

fetchnumberregex=re.compile(r'\d{2}-\d{10}')#the input should be a raw string

first\_number=fetchnumberregex.search('my home number is +91-8332010393 my office number is +92-8072351904')#it will only fetch first occurence of the pattern

all\_numbers=fetchnumberregex.findall('my home number is +91-8332010393 my office number is +92-8072351904')#it will only fetch all occurences of the pattern

print(first\_number.group(),all\_numbers)

output-91-8332010393 ['91-8332010393', '92-8072351904']

--import re

fetchnumberregex=re.compile(r'((\d{2})-(\d{10}))')#the input should be a raw string

first\_number=fetchnumberregex.search('my home number is +91-8332010393 my office number is +92-8072351904')#it will only fetch first occurence of the pattern

all\_numbers=fetchnumberregex.findall('my home number is +91-8332010393 my office number is +92-8072351904')#it will fetch all occurences of the pattern

print(first\_number.group(2),all\_numbers)

output-8332010393 [('91', '8332010393'), ('92', '8072351904')], here the output is different from the above code because we used groups with brackets here and this might be useful for specific use cases

--batRegex=re.compile(r'(bat) (man|mobile|van)')

res1=batRegex.search('bat mobile lost a wheel')

res2=batRegex.search('bat chan is not an valid input')

res1.group(0),res1.group(1),res1.group(2),res2#the 0th index of the match object(example res1)will have the matched object and 1st and 2nd index and so on will have the matching characters that are included in the braces,res2.group will return an error because it will have a None object which doesnot have a group method

--mobregex=re.compile(r'(\d{3}-\d{3}-\d{4},?)')

mobregex.findall('123-123-1231,123-123-1232,123-123-1233,123-123-1234,123-123-1235,123-123-1236,123-123-1237')

mobregex.search('123-123-1231,123-123-1232,123-123-1233,123-123-1234,123-123-1235,123-123-1236,123-123-1237').group()

--haregex=re.compile(r'(ha){3,5}')# this will accept minimum 3 ha's->'hahaha' to 5 ha's ->'hahahahaha' here minimum field or maximum field is optional, here if it has 'hahaha'(3 ha's) and 'hahahahaha' (5 ha's) it will go for 5 ha's this is called greedy approach(greedy means maximum possible value),to get non greedy match check the below example ,if both are left optional then it means there is no minimum or maximum count

haregex=re.compile(r'(ha){3,5}?')#notice the question mark '?' at last

haregex.search('hahahahaha hahaha')#here even if the minimum match(3 ha's->'hahaha') is at last it will be preferred and this is the non greedy approach and this have question mark at last in the re.compile method

ha=haregex.search('hahaha haaaa ha haha hahahaha')

--phoneregex=re.compile(r'((\d{3})-(\d{3}-\d{4}))')

phoneregex.findall('ph 1: 123-123-1234 , ph2: 123-123-1235')

output-[('123-123-1234', '123', '123-1234'), ('123-123-1235', '123', '123-1235')]

the output is in the form of a tuple of lists, each tuple will have the length which is equal to the number of braces we use,the order of items will have from outer bracket to innermost bracket and the order is left to right,i.e,in the re.compile the outer most bracket holds (\d{3})-(\d{3}-\d{4}) the next outermost bracket from left to right has (\d{3}) and the left outermost bracket is (\d{3}-\d{4}) the output follows the above explained order.

--re.compile(r'\d+\s{1}\w+').findall('12 drummers drumming 11 pipers piping') or --re.compile(r'\d+ \w+').findall('12 drummers drumming 11 pipers piping')

#will output ['12 drummers', '11 pipers'] and we have used \s{1} because a space can be a single space or a tab space here we need a single space, a single space can be expressed as normal space (single press on space bar) we use on a english text, it can be understood by the second example code explained above.

--singlevowelsregex=re.compile(r'[aeiouAEIOU]')

couplevowelsregex=re.compile(r'[aeiouAEIOU]{2}')

consonantsandspecialcharactersregex=re.compile(r'[^aeiouAEIOU]')

print('to return single vowel characters we use "[aeiouAEIOU]"',singlevowelsregex.findall('robocop eats baby food'))

print('to return couple vowel characters we use "[aeiouAEIOU]{2}"',couplevowelsregex.findall('robocop eats baby food'))

print('to return consonants characters we use "[^aeiouAEIOU]" caret symbol means everything expect characters specified in regex',consonantsandspecialcharactersregex.findall('robocop eats baby food'))

-- import re

>>> startswithregexobj=re.compile(r'^hello')

>>> startswithregexobj.search('hello there')

<re.Match object; span=(0, 5), match='hello'>

>>> endswithregexobj=re.compile(r'there!$')

>>> endswithregexobj.search('hi there!')

<re.Match object; span=(3, 9), match='there!'>

>>> allnumbersregex=re.compile(r'^\d+$')

>>> allnumbersregex.search('1223456789')

<re.Match object; span=(0, 10), match='1223456789'>

>>> allnumbersregex.search('12234x56789')

>>> allnumbersregex.search('12234x56789')==None

True

note:here in the above example allnumbersregex(which will use both ^ and $) will not accept any other character than number because the regex explains it should have one or more numbers which inturn can indicate that more than one = length of the input passed

--the '.' character class will act as a placeholder for any character except newline i.e, a digit or a number or a space is accepted.

ex:>>> atregexobj=re.compile(r'.{1,2}at')#a flower bracket indicates a definite number,but here it varies and allows a length of 1 or 2

atregexobj.findall('the cat along with the bat are lying on a flat mat')

output:[' cat', ' bat', 'flat', ' mat']

-- dot star - .\* this literally means it accepts anything anynumber of times, if it encounters a newline it will stop its traversing and returns the string

this is helpful when we have to capture a pattern somewhere in the input and we have no idea what it can have after pattern,it can be clearly explained with an example.

ex:re.compile(r'First name: (.\*) Last name: (.\*) Middle name: (.\*)').findall('First name: badri Last name: pratap Middle name: narayana')

output:[('sai vinil', 'pratap')]

the above example explains well that name can be variable in nature and to capture patterns that vary, we can use .\*

the 'dot star' method is a greedy approach, that is it will try fetching the maximum string that matches the pattern

-- dot star greedy and non greedy approach.

import re

serve='<when you use non greedy>this is also included if you use greedy approach>'

nongreedy=re.compile(r'<(.\*?)>')#to get non greedy approach all we have to do is place a question mark right next to the place in the regex where we want to implement greedy approach.

greedy=re.compile(r'<(.\*)>')

nongreedy.findall(serve),greedy.findall(serve)#the difference between greedy and non greedy is a question mark symbol

--import re

stri='this example will explain \n that a dot star pattern can also accept newline character '

newlineregex=re.compile(r'.\*',re.DOTALL)

newlineregex.findall(stri)

o/p:['this example will explain \n that a dot star pattern can also accept newline character ',

'']

with out re.DOTALL it will it will get a list like this ['this example will explain ','',' that a dot star pattern can also accept newline character ','']

--import re

stri='Agent Bob had handed over the documents to Agent Charlie'

substituteregex=re.compile(r'(Agent) (\w)\w\*')

substituteregex.sub(r'\1 \2\*\*\*\*',stri)

note:the above example illustrates the usage of groups and substituting them with the help of sub function,

the output we get here for re.findall(substituteregex(stri) is [('Agent', 'B'), ('Agent', 'C')], each time when a pattern is found and it checks for replace ment string as we used numbers here it will check for 0th index of the [('Agent', 'B'), ('Agent', 'C')] as zeroth index has ('Agent', 'B') \1->Agent,\2->B , it will search for further pattern and takes element at 1st index i.e, is ('Agent', 'C') here also it replaces \1-> by Agent,\2-> by C which roughly translates the string to

"Agent B\*\*\*\* had handed over the documents to Agent C\*\*\*\*"

--re.verbose #this will help you get a detailed explanation on how to give comment for complex regular expression so that it will be easy for further reference

example:import re

re.compile(r'''#regex for telephone number matching

(((\d\d\d-)| #without paranthesis and with dash note the pipe symbol

(\(\d\d\d\))) #with paranthesis and without dash

\d\d\d #first 3 digits

- #dash

\d\d\d\d #last 4 digits

(\sx\d{2,4})?) #area code optional

''',re.VERBOSE).findall('123-123-1234 123-123-1234 x123 (123)123-1234 x12')

--vowel\_regex=re.compile(r'[aeiou]',re.I)

vowel\_regex.findall('hey VINIL , why cant you maximize your potential when you know you can be much better than you already are')

#here even though we did not mention capital letters in re.compile by passing it will ignore the case and simply match the letters

#you can use re.IGNORECASE inplace of re.I

--in re.compile function , you can use only 2 arguments first one is the pattern and second one is the parameter ex:re.DOTALL,re.I but if you want to pass more than one function as a parameter you have to use bitwise or '|' parameter.

ex:import re

re.compile(r'''#regex for telephone number matching

(((\d\d\d-)| #without paranthesis and with dash

(\(\d\d\d\))) #with paranthesis and without dash

\d\d\d #first 3 digits

- #dash

\d\d\d\d #last 4 digits

(\sx\d{2,4})?) #area code optional

''',re.VERBOSE | re.DOTALL | re.I).findall('''123-123-1234 123-123-1234 X123 (123)123-1234 x12''')

-- ? in regex pattern means the pattern can come zero or one times

###############################################

# zip\_functionality:

when there are multiple lists of equal sizes and you want to group elements by index then you can use zip function

zip([[89.0, 90.0, 78.0, 93.0, 80.0], [90.0, 91.0, 85.0, 88.0, 86.0], [91.0, 92.0, 83.0, 89.0, 90.5]]) will be giving a zip object.

which will have [(89.0, 90.0, 91.0),(90.0, 91.0, 92.0),(78.0, 85.0, 83.0),(93.0, 88.0, 89.0),(80.0, 86.0, 90.5)]

to operate on it:

for i in zip(\*subjects\_marks\_list): #we have to use star as mentioned in the for loop and i stores tuple information,unpack operator is used here

# list\_func:

--if and else in list comprehension

ex:[f(x) if condition else g(x) for x in sequence]

--empty list is treated as false in python **every iterable- list, set, tuple, dictionary are treated as False**

This is useful in cases when you want to check length of the list

--very very important in competitive programming:

to divide a list of size n in to m equal list of lists

li=[1,2,3,4,5,6,7,8,9]

no\_of\_sublists=3

sub\_li=[li[i:i+no\_of\_sublists] for i in range(0,len(li),no\_of\_sublists)] o/p:[[1, 2, 3], [4, 5, 6], [7, 8, 9]]

--to join 2 lists you can follow the above method

l=[]

l.append([1])

l.extend([2])

l#check output

if you want to get the last element of a list, instead of checking for the count and then passing it as a value as l[value], we can just pass l[-1], because the index for first element is 0 and (python counts backwards and in real numbers the number before 0 is -1) so similarly we can use -1 to call/retrieve the last element

'''but the above method will add them to first list, but there might be a scenario where you want to keep the both the lists intact and create a new list which will be obtained by joining the both lists, consider the below scenario'''

l=[1,2,3];l1=[4,5,6]

joined\_list=[\*l,\*l1]#or you can use l+l1

-when you want first input into first list second input into second list and so on...

l=list(range(15,30))

no\_of\_sub\_lists=4

sub\_li=[[] for \_ in range(no\_of\_sub\_lists)]

for i,v in enumerate(l):

sub\_li[i%no\_of\_sub\_lists].append(v)

sub\_li

simplified approach for the above example:

li=[1,2,3,4,5,6,7,8,9]

no\_sub\_li=3

sub\_li=[[] for \_ in range(no\_sub\_li)]

[sub\_li[i%no\_sub\_li].append(v) for i,v in enumerate(li)]

sub\_li

-when you assign a list a to b as

a=[1,2,3]

b=a.copy()

c=a

a[0]='hello'

a,b,c #o/p:(['hello', 2, 3], [1, 2, 3], ['hello', 2, 3])

and if you print a, you will get ['hello',2,3] so it will be a major blunder(this happens because on normal assignment both lists will point to same memory and changes made using one variable will reflect in another as well)THIS NOT ONLY HAPPENS WITH LISTS IT HAPPENS WITH ALL MUTABLE VALUES, if you do assignment directly,so just use .copy() function which will avoid the mistake

a=[1,2,3]

b=a

b[0]='hello'

--in copy module shallow copy method(copy.copy) just copies reference of the object but not the duplicate object, the deep copy method will create a duplicate object for each object iteratively,they make difference only when the iterables are mutable elements check the below example:

# importing "copy" for copy operations

import copy

li1 = [1, 2, [3,5], 4]

li2=copy.copy(li1)

li3=copy.deepcopy(li1)

li2[2][1]=980

li3[2][1]=890

li2[0]='li2'

li3[0]='li3'

print(li1,li2,li3)

#in the above example we changed elements of li2 and li3 at index 0 and 2 but it reflected in li1 at index 2 but not at index 0 as at index 0 it is not a mutable whereas item at index 2 is a mutable element.

--a list on slicing will return a new list

[1,2,3,4,5][1:3] will return [2,3]

--[1,2,3]+[4,5,6]->[1,2,3,4,5,6]

--list({1:2,3:4}) #will return [1,3] i.e, list(dict) will return the keys as list

--difference between list and tuple is that tuple is immutable whereas list is immutable

-- the values in the list are called items

--you can convert a value in to list by passing it in to list(value), but the passed value must be compatible.

-- len(A\_list) will give length of A\_list

l=[1,2,2,4]

l.index(2)

#o/p:1- that will give the position of the FIRST OCCURENCE of 2 in the list

--range(0,8,1) #will return a range object,but to get a list obj use the below code

list(range(0,8))

output:[0, 1, 2, 3, 4, 5, 6, 7]

in addition to above example

- if we dont pass staring index to range object it will behave in abnormal way, for the below syntax it will return an empty list because it will think of 8 as start index and 1 as end index as start index is smaller than end index it will return an empty list.

list(range(8,1))

to get output from this type of operation you have to give negative step as given in the example below:

--list(range(8,2,-1))#o/p:[8, 7, 6, 5, 4, 3]

--rat=[0,1,2]

zero,one,two=rat

zero#o/p:0

--list1=[99,88,77,66]

for i,j in enumerate(list1):

print(i,j)

will store index value in i and item value in j

-- to remove duplicates the list we should use

list1=list(dict.fromkeys(list1))

or we can use

list1=list(set(list1))#this is not preferred as it doesnot maintain order and it wont work for problems where order is specific,mostly it returns the list in sorted order

--a=['a','b','d','c']

a.sort() will save ['a', 'b', 'c', 'd'] in a and a.sort() will return None type but sorts the elements in the list in which it is declared

a.sort(reverse=True)# will return the list in reverse sorted order

''.join(a) will return 'abcd'

to return a list which is sorted you have to use sorted(iterable) which will return sorted list, but the order in the source list will not get sorted

ex: a=['a','b','d','c']

note:items in the list are sorted based on ASCII BETICAL ORDER rather than ALPHA BETICAL ORDER

ex:l=['ant','Aant','Bat','bat']

l.sort()

print(l)#the output is ['Aant', 'Bat', 'ant', 'bat'] because the starting letter of Ant is A and its ascii value is 65 but a is 97

to get them in normal sorting order you have to pass an argument key=str.lower

l=['ant','Aant','Bat','bat']

l.sort(key=str.lower)

print(l)#o/p:['Aant', 'ant', 'Bat', 'bat']

--b=sorted(a)

a will return ['a','b','d','c'] whereas b will return ['a','b','c','d']

b=sorted(a,reverse=True)

b will return ['d','b','c','a'] that is in reverse of sorted order

note the difference between sorted and sort functions sorted will return the sorted list with out changing the parameter that is passed to it, whereas listname.sort() will return None but changes the listname from which the function is called.

--to implement addition of elements position wise of two lists we use

import numpy as np

a1= [1,2,3]

b1= [3,2,1]

a=np.array(a1)

b=np.array(b1)

list(a+b)

--a = [1,5,8]

b = [3,4,7]

result = [min(i) for i in zip(a,b)]--zip will match elementwise and i will store first zipped element of a,b i.e, (1,3),(5,4),(8,7)

result-o/p:[1, 4, 7]

--a1= [1,2,3]

b1= [3,2,1]

c1=[1,1,1]

[sum(i) for i in zip(a1,b1,c1)]

--arr\_list = [1,4,6,8,10,11]

a, \*b, c = arr\_list

a--1

b--[4, 6, 8, 10]

c--11

--[2]\*4 will give [2,2,2,2]

or

[2,]\*4 will give [2,2,2,2]

-l=[2]\*4

l[0]=l[0]+1

l

o/p:[3, 2, 2, 2]

--sorting a list should be done on a list of homogeneous items

--a=[0,1,2,3]

for a[-1] in a:

print(a)

print(a[-1])

output-

[0, 1, 2, 0]

0

[0, 1, 2, 1]

1

[0, 1, 2, 2]

2

[0, 1, 2, 2]

2

--list is a sequence DS,a heterogeneous DS

--list.insert(index,value) will insert value at a given index and pushes remaining elements to the right

--list.remove(value) will remove the first occurence of that value in the list pushing all the elements to the left

--del list\_name[index] will remove the value from the list and reflects it in the list dynamically

the difference between remove and del function is that we use remove when we dont know where the element resides in the list(here we should remember that remove function deletes the first occurence of the element to be deleted) and we use del when we have an element index at our hand which is to be removed and also del is useful when we know that we should delete the element based on its position not on its content.

--a=l.pop() will remove the right most value from list l and assigns it to a

a=l.pop(2) will remove the element at index 2 and assigns it to a

--a=[1,2,11,110]

print([int(i) for i in sorted([i for i in [str(i) for i in a]])])#output:[1, 11, 110, 2]

sorted in lexicographic sorted order for digits, also notice that you have sorted using list comprehension in another comprehension which is a beautiful way of doing it, also you printed directly (in one line) using list comprehension.

--

l='HACK 2'.split()

string=l[0]

count=int(l[1])

[print(i) for i in sorted([''.join(i) for i in list(permutations(string,count))])]

--s,n='HACK 2'.split()

print(\*[''.join(i) for i in permutations(sorted(s),int(n))],sep='\n')# this also serves the same purpose but it uses unpack operator and prints all unpacked values by seperating them by a '\n'

-print('sai','vinil','pratap',sep='space')

#this gives the observation that print function has keywordargurments end and sep

print(sorted(a))#sorted in normal order

-from itertools import combinations

l='HACK 2'.split()

print(\*[''.join(j) for i in range(1,int(l[1])+1) for j in combinations(sorted(l[0]),i,)],sep='\n')#here it is different from the above approach in the range of 1 to n and then the value is passed to combinations.

## Sort list of dictionaries based on value

sorted\_dict = sorted(dict, key = lambda x:x[‘key’],reverse=True)

# dict\_func:

-- a dictionary contains at least one key and value pairs, separated by comma

D = {'key1': 'value1', 'key2': 'value2'..}

If you want to fetch keys alone, use d.keys()

If you want to fetch values alone, use d.values()

If you want to fetch keys and values as a tuple (because you never want these to be muted as tuples are immutable), use d.items()

--dict(a='b',c='d') #this is another way of declaring a dictionary which will be stored as {'a': 'b', 'c': 'd'}

--Dictionaries preserve insertion order. Note that updating a key does not affect the order. Keys added after deletion are inserted at the end. The Dictionary order is guaranteed to be insertion order.

-- to check wether the key is already present in a dictionary or not, you can just use the "in" keyword

1 in {1:2,3:4} # will return true

2 in {1:2,3:4} # will return false

--a={0:1,2:3,4:5}

del a[0]

a#o/p;{2: 3, 4: 5}

a.clear()#will remove all elements but dictionary will remain

del a#will remove whole dictionary elements alongside it's existence

d=a#will point to same memory,i.e,changes made in one dict will reflect in another

d=a.copy()#will point both dictionaries to different memory,i.e, changes made are independant of other dict

--x = {1: 2, 3: 4, 4: 3, 2: 1, 0: 0}#play with this(incomplete)

{k: v for k, v in sorted(x.items(), key=lambda item: item[1])}

--x = {1: 2, 3: 4, 4: 3, 2: 1, 0: 0}#play with this(incomplete)

l=sorted(x)

p={}

for i in l:

p[i]=x[i]

print(p)

-- to have multiple values assigned in the from of key to a list, we need to give the below code, but below to this there is a simple approach

-

d={}

d.setdefault(1,[]).append('list1')

d.setdefault(1,[]).append('list1')

d.setdefault(2,[]).append('list2')

#format-dict.setdefault(key,[]).append(value)

print(d)

#o/p:{1: ['list1', 'list1'], 2: ['list2']}

or you can use the below example:

d={}

d[1]=[]

d[1].append('list1')

d

to eliminate the duplicates in the above process you should use set:

d={}

d.setdefault(1,{}).append('list1')

d.setdefault(1,{}).append('list1')

d.setdefault(1,{}).append('list2')

#o/p:{1:{'list1'},2:{'list2}}, check more information on help({}.setdefault)

-from collections import defaultdict

d = defaultdict(list)

d['python']#o/p: defaultdict(list, {'python': []})# as the above parameter is list , by default the items appended will be a list.

d['python'].append("awesome")

d['something-else'].append("not relevant")

d['python'].append("language")

d=dict(d)

d#o/p:{'python': ['awesome', 'language'], 'something-else': ['not relevant']}

--a={0:1,2:3,4:5}

print((a.popitem()))#will return (4,5) the right most item as a tuple

--#dictionary comprehension

d={i-1:i for i in range(1,10)}

d

--dict dont follow order and therefore doesnt support index

d={1:2,3:4}

# d[0] #will raise error

e={3:4,1:2}

d==e #will return true

l1=[1,2]

l2=[2,1]

l1==l2#will return false

--d={1:2,3:4}

d.keys(),d.items(),d.values()

#will print (dict\_keys([1, 3]), dict\_items([(1, 2), (3, 4)]), dict\_values([2, 4]))

-- there will be a scenario where you might want to return a default value for a key if it is not found in the dictionary

ex:if you are going to a picnic and you have to check if you got all the items and if there is any item missing you have the choice of assigning a default value,here in this case 0

d={'apples':10,'tables':2,'chairs':5}

d.get('napkins',0)

'napkins' in d#tha above get function simply returns a default value and doesnot add that key into dictionary

--d={'apples':10,'tables':2,'chairs':5}

d.get('napkins',0)

d.setdefault('napkins',3)#will set napkins as key and value will be 3 and this only works when there is no key named napkin in the dictionary d

--the pprint modules pprint() (pretty print) can print a dictionary value clearly,pprint.pformat will RETURN A STRING VALUE ASSIGNED TO A VARIABLE,DOES NOT PRINT UNLESS USED PRINT FUNCTION.

# iterable\_func:

--all(variable) will return true if all elements in the variable/iterable are true,else returns false,an empty iterable also returns true

all([0])#False

all([1,2,3]) #True

# set\_func

set\_func:

--A set is an unordered collection of elements without duplicate entries.,When printed, iterated or converted into a sequence, its elements will appear in an arbitrary order.

-Basically, sets are used for membership testing and eliminating duplicate entries.

print({2,3,4,5,1,2,3,4,5,9,1,2,6})

o/p:{1, 2, 3, 4, 5, 6, 9}

-set('HackerRank')#o/p:{'H', 'R', 'a', 'c', 'e', 'k', 'n', 'r'}

-set((6,1,2,3,4,5,5))#o/p:{1, 2, 3, 4, 5, 6}

-set(['H','a','c','k','e','r','r','a','n','k']) #o/p:{'H', 'a', 'c', 'e', 'k', 'n', 'r'}

-set({'Hacker' : 'DOSHI', 'Rank' : 616 }) #o/p:['Hacker', 'Rank']

-set(enumerate(['H','a','c','k','e','r','r','a','n','k']))#o/p;{(5, 'r'), (2, 'c'), (8, 'n'), (9, 'k'), (0, 'H'), (6, 'r'), (4, 'e'), (3, 'k'), (1, 'a'), (7, 'a')}

-below are commonly operated methods on set

myset = {1, 2} # Directly assigning values to a set

myset = set() # Initializing a set, you cant assign empty plower braces because that is treated as dict in python

myset = set(['a', 'b']) # Creating a set from a list

myset.add('c')

print(myset) #o/p:{'a', 'c', 'b'}

myset.add('a') # As 'a' already exists in the set, nothing happens

myset.add((5, 4))

print(myset) #o/p:{'a', 'c', 'b', (5, 4)}

myset.update([1, 2, 3, 4]) # update() only works for iterable objects

print(myset) #o/p:{'a', 1, 'c', 'b', 4, 2, (5, 4), 3}

myset.update({1, 7, 8})

print(myset) #o/p:{'a', 1, 'c', 'b', 4, 7, 8, 2, (5, 4), 3}

myset.update({1, 6}, [5, 13])

print(myset) #o/p:{'a', 1, 'c', 'b', 4, 5, 6, 7, 8, 2, (5, 4), 13, 3}

myset.discard(10)

print(myset) #o/p:{'a', 1, 'c', 'b', 4, 5, 7, 8, 2, 12, (5, 4), 13, 11, 3}

myset.remove(13)

print(myset) #o/p:{'a', 1, 'c', 'b', 4, 5, 7, 8, 2, 12, (5, 4), 11, 3}

--# Frozensets

frozenset: it is a data type in python which is almost like set except that a frozen set values once set can't be changed

syntax: frozenset(iterable)

- the following operations union,intersection,difference and symmetric difference can also be performed on set and the operational logic remains the same way we perform them on normal sets.

# initialize A and B

A = frozenset([1, 2, 3, 4])

B = frozenset([3, 4, 5, 6])

# copying a frozenset

C = A.copy() # Output: frozenset({1, 2, 3, 4})

print(C)

# union

print(A.union(B)) # Output: frozenset({1, 2, 3, 4, 5, 6})

# intersection

print(A.intersection(B)) # Output: frozenset({3, 4})

# difference

print(A.difference(B)) # Output: frozenset({1, 2})

# symmetric\_difference

print(A.symmetric\_difference(B)) # Output: frozenset({1, 2, 5, 6})

--{1,}\*4 will throw an error

-- to read pdf file content the best package is PyPDF2 which reads almost all pdf files and cant read images and other things, should be opened in readbinary mode

import os,PyPDF2

pdfobj=open(path,'rb')

reader=PyPDF2.PdfFileReader(pdfobj)

reader.numpages#gives page count

pageobj=reader.getPage(0) #will return the first page as an object, index starts with 0,i.e, zero index returns page 1

text=pageobj.extractText() #will return the text in string format.

for pagenum in range(reader.numpages):

print(reader.getPage(pagenum).extractText())#will print text in a pdf page by page

#similar to reading a pdf, we can also write page object to a pdf

writer=PyPDF2.PdfFileWriter()

writer.addPage(pageobj)# we can add pageobjects which are obtained from reader.getPage method

#now the content is just in computer memory, now to write it into a pdf file we have to create a new pdf file or open an existing one

output\_file=open(path,'wb')

writer.write(output\_file)#this will save exact contents including symbols images or everything as it is , because we are writing page objects directly.

output\_file.close()

# import:

--import sympy

sympy.isprime(7)

--from datetime import datetime as dt

# from datetime import timedelta

timestamp=(dt.now()).strftime('%Y-%m-%d %H:%M:%S')

timestamp output:'2020-02-05 17:01:01'

from itertools import product

'''if you have two lists of same or different sizes and you want one to one mapping for each element in the list then you can use product'''

a=[[1,2,3],[4,5]]

print(\*product([1,2,3],repeat=2))

print(list(product([1,2,3],[4,5])))

print(list(product(\*a)))#\* used here is called unpack operator in python the unpacking operator simply removes the data type(list,tuple or dictionary) in which the variables are stored and just send the items that are there in the datatype, the below example program gives you a clear idea

def num\_sum(item1,item2,item3):

return item1+item2+item3

num\_sum(\*[1,2,3])

--import smtplib

conn=smtplib.SMTP('smtp.gmail.com',587)#the first parameter is smtp server domain name and the second parameter is 587

'''

gmail.com->smtp.gmail.com, port->587

outlook.com/hotmail.com->smtp-mail.outlook.com ,port->587

yahoo mail ->smtp.mail.yahoo.com ,port->587

AT&T-> smtp.mail.att.net , port ->465

comcast->smtp.comcast.net ,port->587

verizon->smtp.verizon.net, port->465

'''

conn.ehlo()

'''output:

250, b'smtp.gmail.com at your service, [117.195.81.65]\nSIZE 35882577\n8BITMIME\nSTARTTLS\nENHANCEDSTATUSCODES\nPIPELINING\nCHUNKING\nSMTPUTF8'''

'''the output 250 is the code , code in multiple of hundred and starts with 2 is a successful response, next b'smtp.g... means a binary code'''

conn.starttls()

'''output:

(220, b'2.0.0 Ready to start TLS'), this starts encryption so that you can login

'''

conn.login('pratapsaivinil@gmail.com','ironMan@1')

'''

output:(235,b'2.7.0 Accepted')

as i said above code that starts with 2 is success

'''

conn.sendmail(frommail,tomail,'Subject: enter subject here.. \n\n enter body of the mail\nsecond line\n third line \n\n regards,\nvinil')

'''output:{}

the empty dictionary(i can also call it as a set, but it is a dictionary because if you get any error while executing sendmail method,then it will return an dictionary with key,value pairs that it fail to sent

)'''

conn.quit()

'''output:

(221,b'2.0.0 closing connection........<some text>)'''

-- openpyxl package can be used to create sheets and edit them and save them in a workbook at a path of our requirement

import openpyxl

workbook=openpyxl.load\_workbook(r"D:\genome data\member data scenarios new.xlsx")#here we can use the relative path as well if needed,this will return an existing workbook to read

workbook.get\_sheet\_names() #this will return all the names of the sheets that are present in the workbook

first\_sheet=workbook.get\_sheet\_by\_name('member data scenarios')#this will return a sheet object which will have all the data in form of cell objects

first\_cell=first\_sheet['A1'] #this will return a cell objects and the input A1-> A column,1st row

print(first\_cell.value) #we can also type cast it to the type we want

# first\_sheet.cell(row=0,column=2)#this will through error as row or column value starts with 1

first\_sheet.cell(row=1,column=1)#this is equivalent to first\_sheet['A1'] but this method help us to iterate in a forloop easily.

first\_sheet['A1']='temp'

print(first\_cell.value)

# workbook.save('D:\genome data\member data scenarios new.xlsx')#this will save the changes made on the workbook till now to a specified path,using the same path to save as the original file might not be a good practice as if we make any error in program and save it, we might not be able to retreive it so save the changed file with a new name.

wb=openpyxl.Workbook()#this will create a new workbook object all further operations on this object can be saved to a new excel

wb.get\_sheet\_names()#the newly created sheet object will have only one sheet named 'Sheet'

sheet=wb.get\_sheet\_by\_name('Sheet')

sheet['A1']='first value'

sheet2=wb.create\_sheet()#this will not only create a sheet object but also returns the newly created sheet object and assigns it to sheet2 variable in this code

sheet2.title #will return the name of the sheet object which is currently stored

sheet2.title='second sheet'#this will assign the newly typed name in the form of a variable assignment that is done in general

wb.create\_sheet(index=0,title='sheet at 1st position') #index starting from 0 means the sheet created here will be at first position at excel

# wb.save(r"C:\Users\saivinil.pratap\Desktop\person.xlsx")

--reading emails:

import imapclient

conn=imapclient.IMAPClient('smtp.gmail.com',ssl=True)

conn.login('gmail id','password')

conn.select\_folder('INBOX',readonly=True) # the first parameter here is (in most of the cases will be inbox)

UIDs= conn.search(['since 20-Aug-2015']) #this will return a list of unique id's

for further information refer to automate the boring stuff book

-pyautogui is an useful module helps in automating screen to perform routine tasks easily

import pyautogui

height,width= pyautogui.size() #this will give the screen resolution size

pyautogui.position() # this will give the current cursor position co ordinates, starts at 0,0

# pyautogui.moveTo(100,100,1) #here the first 2 parameters suggest x and y positions to which the cursor is to be moved, if you give x or y values beyond the resolution point, it will raise FailSafeException which denotes the program execution stops, the third parameter is speed(in seconds), i.e, it should take exactly specified amount of seconds to move to that specific points

# pyautogui.moveRel(-10,-80,1) #this is also moving the cursor,but it moves it from the current position, the third parameter is speed in seconds, if you use negative value for x it will move towards left and negative value for y will move it up north

pyautogui.position()

# pyautogui.click(787,232)#the parameters here are optional, if you dont give any paramters it will click at where ever is the cursor before executing the current statement

pyautogui.click(pyautogui.moveRel(10,10,1))#this is also valid

pyautogui.click(350,350,1)#this will take the cursor to the specified poisiton and click at the given position

pyautogui.rightClick(350,350,1)

pyautogui.doubleClick(700,700,1)

pyautogui.middleClick()

pyautogui.leftClick()

# pyautogui.dragRel(x,y)#similar to moveto and moveRel but the cursor is dragged

# pyautogui.dragTo()

# pyautogui.displayMousePosition()# this does not work in idle but works in command prompt and helps us in locating x and y positions of cursor easily and note down it's x and y co ordinates, it also shows the values of the point where cursor is positioned in real time

'''

this module is a great way of automating stuff as it can go to any program it want and click on anything or do anything we can do with a mouse, we can also automate keyboard and we will do that after a while

there might be a scenario where the automated program goes out of control and starts doing something which we doesnt want to do, python automation code for mouse moves it at a speed of 1/10th part of a second as fast as we can we should be moving it to the any corner on the screen which by default will raise a failsafeException which will stop the execution of a program

'''

-- keyboard automation in python

import pyautogui

pyautogui.typewrite('randomtext',interval=0.2) #before you execute this query it is needed to place the cursor in the typable area, giving interval gives human touch and also it is preferable beccause the system may not react as fast as the python does and it might lead to unpredictable results

pyautogui.typewrite(['a','b','left','left','X','Y'])#python lets you perform a series of operations when passed through a list, the current example will type a,b and then press the left arrow twice and then press X,Y

'''to know the keys that are there in the keyboard you can use the below syntax'''

pyautogui.KEYBOARD\_KEYS#this will suppport all the keys that exist such as numlock,home and wide range of variety of keys

pyautogui.press('volumeup')#will press the key,here it will increase the volume

pyautogui.hotkey('ctrl','o')#there will be scenarios where you might want to press more than 1 keys at a time then you can use this hotkey method

below is a sample code of automation to open a notepad and write some info into it

-

import pyautogui

import time

pyautogui.click(pyautogui.moveTo(340,1040,1))

pyautogui.typewrite('notepad++',interval=0.2)

pyautogui.doubleClick(pyautogui.moveTo(670,400,1))

pyautogui.press('escape')

time.sleep(1)

# pyautogui.typewrite(['alt','f'])

pyautogui.hotkey('alt','f')

pyautogui.press('N')

pyautogui.typewrite('i did this purely using python code but it took me around 2 hours lol',interval=0.2)

--taking a screenshot and searching

'''in the above automations of keyboard and mouse it will blindly try to do whatever we have coded, if we try to type on a

video player that will not work, so to give eyes to the program we can use screenshot featurein pyautogui which we will discuss in detail now

you can take screenshot normally if you install pyautogui if you are and if you are a linux used you have to install scrot by running command sudo apt-get install scrot

'''

a=pyautogui.screenshot() # this will take screenshot and will store it in a variable, but to actually save it in a file, we need to send path as a parameter

pyautogui.screenshot(r"C:\Users\vinil\OneDrive\Desktop\screenshot.png")

pyautogui.locateOnScreen(r"C:\Users\vinil\OneDrive\Desktop\cal7-4.png")

'''in the above syntax we already saved a particular image which will be used to find wether

there is a match that is there in the current screen in the above example i cropped the window

logo that will be there on the bottom left and searched for it using the above syntax passing

the cropped image as parameter, it will return a tuple with its x,y positions and width and height

of the logo, the drawback here is it will try to match the image pixel wise i.e, if you enlarge it

os minimize it it will not return the expected result(i presume)'''

pyautogui.locateCenterOnScreen(r"C:\Users\vinil\OneDrive\Desktop\cal7-3.png")#this works exactly as above syntax,but it will not return the hight and widtgh of the matching image, instead it will locate the center of it so ,it can have more accuracy of clicking the target

-- python allows creation and editing of docx files

import docx

d= docx.Document(path)# this will create a document object with the contents of the document that is passed as a path,let it be a doc or docx file.

'''the d object used above is having multiple paragrapgh objects provided that the document has multiple paragraphs.the paragraph objects are returned as lists'''

paras\_list=d.paragraphs

paras\_list[0].text# this will return the text that is in the first paragraph

'''a paragraph in a document can have many types of text varying at style or type of the font, below method returns the runs which will divide the para into partitions based on the type of the text i,e. suppose we have a text which is having normal words and then bold and then normal text, it is divided in to 3 runs, the first normal words are grouped into one run, then the bold text is grouped in to one run,then the normal text is categorised into another run.'''

runs\_list=paras\_list[0].runs

'''after this we can also get the type of the text it is holding,'''

runs\_list[1].text #will return the bold as it is bold type

runs\_list[1].text='this text is replaced'#you can even assign a new text like this and update the document

runs\_list[1].underline=True

'''as shown above the text member variable will deal with bold italic underline, to deal with styles we have to use style method.'''

paras\_list[0].style='Title'

'''you can also create a new document and add text and changes styles just like you do with opening an existing docx file'''

new\_doc=docx.Document()# this will create a document and this document only exist in python memory and needs to be saved if you want to use it for further referrence

new\_doc.add\_paragraph('this is adding a text to paragraph)

new\_doc.save(path)#this will save the newly created document in the specified path, let it be a doc or docx file

p=new\_doc.paragraphs[0]

p.add\_run('this will add new text at the end of para 1')

p.runs[1].bold=True #this will make the above newly inserted text as bold

d.save(path) #will store the docx file with all changes reflected

-'''below sample program will return the text of the any document.'''

def return\_text(doc):

para\_list=doc.paragraphs

stri=''

for i in para\_list:

stri+=i.text+'\n'

return stri

doc=docx.Document(r"C:\Users\vinil\Downloads\demo.docx")

print(return\_text(doc))

--import mysql.connector.connect#is used to retrieve data from database

db=mysql.connector.connect(host='hostname',database='db\_name',user='username',password='password')#connection is stored in db variable

df=pd.read\_sql(sql\_query,con=db)#connection\_stored\_variable=db

--import statsmodels.datasets#it contains real world data analysis

data=statsmodels.datasets

-- see import textblob,contractions#here you have to observe that we have imported to modules by seperating them with a comma

--import random

print(random.randint(1,10))

is same as

from random import \*

print(randint(1,10))

-import pyperclip

pyperclip('some random text')#the text in the brackets is copied to clipboard which can be used after exiting from python and used to paste using ctrl+v ,this syntax can be used when you have to export some large amount of text outside script without saving it into any external file andklk to keep it on temporary cache

pyperclip.paste()#this will take some text which is stored in clipboard of ram and bring it to the variable to which it is assigned.

## Absolute and relative imports

### What happens when you import a package or module in python

## Json

--The full-form of JSON is JavaScript Object Notation. It means that a script (executable) file which is made of text in a programming language, is used to store and transfer the data. Python supports JSON through a built-in package called json. To use this feature, we import the json package in Python script which provides us with a lot of methods which among loads()(loads string as a json object) and load() (loads json file as json object)methods are gonna help us to read the JSON file. The text in JSON is done through quoted string which contains the value in key-value mapping within { } similar to dictionary.

ex:

import json

data = {

"name": "Satyam kumar",

"place": "patna",

}

datas = '''{

"name": "Satyam kumar",

"place": "patna"

}'''

with open(r"C:\Users\saivinil.pratap\Desktop\TEMP.txt","w" ) as write:

json.dump( data , write )

with open(r"C:\Users\saivinil.pratap\Desktop\TEMP.txt", "r") as read\_content:

print(json.load(read\_content))#first we created a json file and then loading the content of it by loading a json object using json.load method

print(json.loads(datas))#here we use loads method to load a string object, the string object we load should be a documented string

the following objects in json is read as corresponding elements in python.

object ->Dict, array ->List, string ->Str, null ->None , number (int)->int , number(real) ->float, true ->True, false ->False

load is used when we are loading a json file object,loads is used when we are using json string object

ex1(string obj):

# JSON string

a = '{"name": "Bob", "languages": "English"}'

# deserializes into dict

# and returns dict.

y = json.loads(a)

ex2(file object):

f = open('data.json',)

# returns JSON object as a dictionary

data = json.load(f)

# Iterating through the json

# list

for i in data['emp\_details']:

print(i)

### printing json string with indentation

the below piece of code need a dictionary which is a string, and will print json in neat and indented format

import json

st = '{"captureData":{"endpointInput":{"observedContentType":"text/csv","mode":"INPUT","data":"1294,1,female,22.0,0,1,59.4,C","encoding":"CSV"},"endpointOutput":{"observedContentType":"text/csv; charset=utf-8","mode":"OUTPUT","data":"1","encoding":"CSV"}},"eventMetadata":{"eventId":"4ce0063e-d634-4043-b060-fdbbec91714e","inferenceTime":"2022-09-21T09:59:49Z"},"eventVersion":"0"}'

print(json.dumps(json.loads(st), indent=4))

# Tuple

--tuples will accept all types of datatypes in python, it is faster than list

--if a function is returning more than one values then the values are returned in the form of tuple.

--l=('sai') is a string not tuple

--a='sai', is tuple,not an error

--a=('sai',) is tuple not an error

--t=(1,[2,3])

print(id(t))

t[1][0]='sai'

print(id(t)) even though tuple is changed it points to the same address(here tuple is edited, it can't be)

--a=('sai',)\*4 output:('sai', 'sai', 'sai', 'sai')

--print(divmod(9,2)) will return a tuple with quotient as first value and reminder as second value

--tuple unpacking:
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# Df

dataframe\_func:

--data.sort\_values("First Name", inplace = True) will sort dataframe w.r.t "first name" column and changes are replaced in the column

--data.drop\_duplicates(subset=,keep=,inplace=)#subset will have the columns which will have the duplicates to be removed by default it will be none,keep=first will keep the first unique occurence,keep=last will keep the last occurence of the duplicated record,keep=false will remove all records which are duplicated atleaast once

--df.index #will get the series of the index and it can be converted to list by list(df.index) or get length of it by len(df.index)

--df.index.get\_loc(number)#will return the value stored in the number position.

--df.set\_index(<column\_name>,inplace=True/False)#will make the new given column as index

--df=df.replace(np.nan,'',regex=True)#will replace all the null values with empty strings in a dataframe

--df.drop([list of column names],axis=1,inplace=true)#will remove the columns declared in the list

df1=df.drop([list of column names],axis=1,inplace=false)#df1 will have the df with list of columns dropped but df will have even the dropped columns

--df[['SBSB\_ID', 'MEME\_CK', 'SBSB\_CK', 'GRGR\_CK', 'APAP\_ID']].head(5)-#will give the top 5 values of all those dataset columns that are mentioned here

--df.shape#will give the rowXcolumn information

--df.columns#will give the column information of the dataframe df

--df.describe(percentiles=[0.2,0.4,0.6,0.8],include=['object','int','float'])

--df.describe() #will give initial statistics of dataframe df,will give the values of columns such as min,max,count,sum,standard deviation and etc values.

rslt\_df = dataframe.loc[dataframe['Percentage'] > 80]

->rslt\_df = dataframe.loc[dataframe['Percentage'] != 95]

->rslt\_df = dataframe.loc[dataframe['Percentage'] != 95]

-># selecting rows based on condition

rslt\_df = dataframe[dataframe['Stream'].isin(options)]

-># selecting rows based on condition

rslt\_df = dataframe.loc[dataframe['Stream'].isin(options)]

-># selecting rows based on condition

rslt\_df = dataframe.loc[~dataframe['Stream'].isin(options)]

-># selecting rows based on condition

rslt\_df = dataframe[(dataframe['Age'] == 21) &

dataframe['Stream'].isin(options)]

-># selecting rows based on condition

rslt\_df = dataframe.loc[(dataframe['Age'] == 21) &

dataframe['Stream'].isin(options)]

-># sort by index labels

sample\_df.sort\_index(axis = 0)

--# sorting based on column labels

df.sort\_index(axis = 1)

--sorting a dataframe based on index(when axis value is not declared it is zero and sorts rows) and inplace=true will reflect changes in dataframe

df.sort\_index(inplace=True)

--set\_index method in dataframe:

df.set\_index('month')

year sale

month

1 2012 55

4 2014 40

7 2013 84

10 2014 31

Create a MultiIndex using columns ‘year’ and ‘month’:

>>> df.set\_index(['year', 'month'])

sale

year month

2012 1 55

2014 4 40

2013 7 84

2014 10 31

Create a MultiIndex using an Index and a column:

>>> df.set\_index([pd.Index([1, 2, 3, 4]), 'year'])

month sale

year

1 2012 1 55

2 2014 4 40

3 2013 7 84

4 2014 10 31

Create a MultiIndex using two Series:

>>> s = pd.Series([1, 2, 3, 4])

>>> df.set\_index([s, s\*\*2])

month year sale

1 1 1 2012 55

2 4 4 2014 40

3 9 7 2013 84

4 16 10 2014 31

--DataFrame.set\_index(self, keys, drop=True, append=False, inplace=False, verify\_integrity=False):\

drop : bool, default True

Delete columns to be used as the new index.

append : bool, default False

Whether to append columns to existing index.

inplace : bool, default False

Modify the DataFrame in place (do not create a new object).

data.set\_index(["First Name", "Gender"], inplace = True,

append = True, drop = False)

df.set\_index('pd.Index([5,6,7,8])')#length should be equal to number of rows

data.reset\_index(inplace=True)# this resets the previous index

data['DocName']=data.index

--import string;set(string.punctuation)

--punc\_lgc = str.maketrans('ab','cd') #punc\_lgc is a string

punctuationremoval = document.translate(punc\_lgc) #after this line in punc\_lgc 'a' will be replaced by 'c' and b will be replaced by 'd'

-- df.shape[0] #which will always correctly tell you the number of rows (dont use df.count() will return no of NaN values), because df.shape will return a tuple with two values, (row\_count,col\_count) df.shape[0] will return row count

--df.append([tempdf[0:int(0.2\*tempdf.shape[0])]['Word'].values])-will append 20 values of 'word' column to df dataframe

--df= df[df['APAP\_CUR\_STS']=='CL']

--df2= df1[df['APAP\_CUR\_STS']=='CL']#here df['APAP\_CUR\_STS']=='CL' will return a series which will give the true,false values based on condition,df1 should have equal row length as df1 and now df1 rows will be returned based on true and false values that are returned in the above generated series and all rows are assigned to df2

df2.head(5)

--df['column1'].value\_counts() # will give each value and its corresponding repititive count in 'column1'

--df['column1'].unique() #will return a numpy ndarray which will return unique values in column1 which can be converted to list

--print(df.columns) and print(df.columns.values) will return the columns of that dataframe and the return type of both functions is not same

--#standardize the data to normal distribution

from sklearn import preprocessing

dataset1\_standardized(this is a excel which is converted to dataframe) = preprocessing.scale(dataset1)

--#merging 2 similar dataframes (same columns)

dataf = pd.DataFrame({'Date':['10/2/2011', '12/2/2011', '13/2/2011', '14/2/2011'],

'Event':['Music', 'Poetry', 'Theatre', 'Comedy'],

'Cost':[10000, 5000, 15000, 2000]})

v=dataf.head(2)

v1=pd.concat([v,dataf])

v1

--df.info()#will give all datatypes of columns in df

converts dataframe to csv

df\_bi.to\_csv(r'C:\Users\saivinil.pratap\Desktop\bigrams and unigrams of pdf3.csv')

--print(df.isna()) #will return all columns with missing values in df

--print(df.isna().sum()) #will return all columns and their corresponding null count

# Pytest

## What is pytest

A framework which makes building simple and scalable (i.e., scales to support complex functions supported by applications and libraries) tests easily

## Advantages of using pytest

* open source
* can skip tests
* can detect tests automatically
* run tests in parallel
* can run specific tests or subset of tests
* easy syntax and simple to start with

## rules of pytest

## should we be using py.test or pytest while executing pytest commands

we can use either

### to detect test files automatically

for pytest to detect folders or files or methods **automatically**, they should have a prefix of **test\_**

ex: **test\_**folder/**test\_**file.py

in **test\_**file.py you need to have methods such as

def **test\_**sum:

pass

**pytest will detect files automatically from its directories subdirectories, files and methods under current directories (if you want to run tests inside a particular folder, you can just navigate to that folder in terminal and run “pytest” command) and to run them just execute the command *pytest*** **in terminal, pytest will search** its children folders or children files or methods with test\_prefix and run them for you

## importance of assert in a test case

assert syntax:

assert <expression or value> = <expression or value>

assert is used to check whether expected test value is matching with actual test value

**you can have multiple assert statements in a test case (method), if one of it fails, pytest will move to next testcase ignoring the remaining statements in the current testcase**

## how to run tests

### points to note before running pytest

if you are testing APIs of django, you need to have server running before you run the tests

### running test names by substring matching

we can use this substring mechanism when you have some similar tests with a common substring, pytest will fetch the tests having the passed substring as a part of the function definition

**command: pytest -k <substring> -v**

parameter -k is used for substring match

parameter -v increases verbosity

#### example code

import pytest

def add\_6\_to\_num(num):

    return num+6

def add\_7\_to\_num(num):

    return num+7

def test\_add\_6\_to\_num():

    assert add\_6\_to\_num(3) ==9

    print('hi')

    # assert add\_6\_to\_num(3) ==8

    print('hi1')

def test\_add\_7\_to\_num():

    assert add\_7\_to\_num(3) ==10

    print('hi')

    # assert add\_6\_to\_num(3) ==8

    print('hi1')

commands to run

pytest -k test\_add -v

### you can run all tests in file by running the test file

command used: pytest <location of the test file>

ex: pytest test\_sample.py

### running tests by grouping them in to markers

you can add annotation @pytest.mark.<custom name you want to give to marker>

command to run markers

pytest -m <custom name you want to give to marker>

## fixtures in pytest

fixture definition:

it is a piece of software or a device that sets a system to satisfy certain pre conditions for a software

examples of common fixtures: loading test set to the database, reading a configuration file, setting up environment variables

whenever we need to run some code (running code might be needed because we need to generate some data before running the test case) before running test cases, the code that we run before running the testcase is called fixtures

you have to use @pytest.fixture annotation before the method and that method is converted to a fixture

**below we use fixture function numbers as a parameter to test methods**

import pytest

@pytest.fixture

def numbers():

    return [10,20,25]

def test\_method1(numbers):

    x=15

    assert numbers[0]==15

def test\_method2(numbers):

    x=15

    assert numbers[1]==20

def test\_method3(numbers):

    x=15

    assert numbers[2]==25

**command to run**

pytest <filename.py>

### need for scope in fixtures

when you are using the same fixture for multiple test methods, the fixture method is loaded each time, but if you know that same data is going to be used for all the **functions or class or module or package or a session** you can pass that as a parameter and save the time and execution cost

#### types of scopes

##### function

This scope works well if the fixture is only used once or it contains a very light operation or you want a different value each time.

##### Class

The scope class runs the fixture per test class. If you have a couple of test functions that do similar things, such as arithmetic operations or database queries, you can put them in the same test class with the decorator @pytest.mark.usefixtures("fixture-name"). This special decorator adds the fixture to a test class, and the fixture will be executed before any test function. Check out the logs below.

@pytest.fixture(scope="class")

def dummy\_data(request):

    request.cls.num1 = 10

    request.cls.num2 = 20

    logging.info("Execute fixture")

@pytest.mark.usefixtures("dummy\_data")

class TestCalculatorClass:

    def test\_distance(self):

        logging.info("Test distance function")

        assert distance(self.num1, self.num2) == 10

    def test\_sum\_of\_square(self):

        logging.info("Test sum of square function")

        assert sum\_of\_square(self.num1, self.num2) == 500

# test/test\_code.py::TestCalculatorClass::test\_distance

# ------- live log setup -------

# INFO     root:test\_code.py:59 Execute fixture

# ------- live log call -------

# INFO     root:test\_code.py:65 Test distance function

# PASSED                                                                                                                                         [ 50%]

# test/test\_code.py::TestCalculatorClass::test\_sum\_of\_square

# ------- live log call -------

# INFO     root:test\_code.py:69 Test sum of square function

# PASSED

# source code

def distance(num1, num2):

    return abs(num1 - num2)

def sum\_of\_square(num1, num2):

    return num1 \*\* 2 + num2 \*\* 2

##### module

the fixture is run only once per module

##### package

the fixture is run only once per package

##### session

The last and the most aboard scope is session. Fixtures with scope session will only be executed once per session. Every time you run pytest, it’s considered to be one session. Scope session is designed for expensive operations like truncating table and loading a test set to the database.

### use of yield in pytest

There is a special usage of yield statement in Pytest that allows you to execute the fixture after all the test functions. The code before yield serves as the setup code, and the code after yield serves as the teardown code. A classic example would be a testing database.

@pytest.fixture(scope="class")

def prepare\_db(request):

    # pseudo code

    connection = db.create\_connection()

    request.cls.connection = connection

    yield

    connection = db.close()

@pytest.mark.usefixtures("prepare\_db")

class TestDBClass:

    def test\_query1(self):

        assert self.connection.execute("..") == "..."

    def test\_query2(self):

        assert self.connection.execute("..") == "..."

## parametrize test

we can parametrize the test to run multiple arguments for a test i.e., to pass a list of different set of inputs to the test case

in the below code you have x,y,z values and we are passing two sets of values in the form of tuple of lists

import pytest

@pytest.fixture

def numbers():

    return [10,20,25]

def test\_method1(numbers):

    x=15

    assert numbers[0]==15

def test\_method2(numbers):

    x=15

    assert numbers[1]==20

def test\_method3(numbers):

    x=15

    assert numbers[2]==25

command to run:

pytest <path of the file>

## skipped and xfailed

@pytest.mark.xfail -> will treat the testcase as a xfail instead of fail, and xpass instead of pass

@pytest.mark.skip -> pytest will skip this test

## Testing an API using pytest

# Threading in python

## What is threading in programming

Earlier any task we wanted to be done through programming is converted in to an instruction or set of instructions and those instructions are sent to processor and processor used to execute them one by one. But after a few years, the processor is divided in to parts called cores which behaves like an individual processor and process instructions and gives output, and each core is further divided in to two threads (or more), so that each core can have multiple parts of it (as threads) and also can be given priority and threads with higher priority are given , such that important tasks can be directed to threads with higher priority

A high priority thread is called foreground thread, a low priority thread is called background thread.

A background thread and foreground thread cannot communicate with each other

A high priority thread or a foreground thread has easy access to cpu or processor time compared to low priority thread, a high priority thread has nothing to wait for and can be executed immediately if there are no threads with equal or high priority (than current thread) in execution

**A high priority task which is usually assigned to a high priority thread, cannot be assigned to a low priority thread, if a low priority thread tries to tackle a low priority, then that results in a crash, so it is important to know which thread (high or low priority) you are on and which task (high or low priority) to avoid crashes**

### Analogy on thread priority

# requests module:

link-https://www.geeksforgeeks.org/python-requests-tutorial/

--import requests# a third party module for downloading web pages and files,this will help us import the requests module which can be used to get the data that is diplayed on a webpage using an url

res=requests.get(r'https://en.wikipedia.org/wiki/Wikipedia') # this will return a requests object and store it in res

res.status\_code#this will return the status code of the res object 200-> retrieval is successfull,404->not found, any code that starts with 2 and is of length 3 will be a good response

res.text #this will return the text in raw format which means it is sent from the server'

res.raise\_for\_status()#this will raise an exception if the request does not go well,returns None if the request fetches the data correctly

samp\_file=open('romeoandjuliet.txt','wb')#a file is opened in write binary mode as the content fetched is in binary form

for chunk in res.iter\_content(10000):#iter\_content is used ro get chunks similar to iteritems for dictionary

print(chunk)#each chunk will have 10000 bytes of text

samp\_file.close()

--a simple parse to get an price of the item using beautiful soup and requests module

import bs4,requests

def get\_price(flipkart\_url):

res=requests.get(flipkart\_url) #returns a requests object

res.raise\_for\_status() #this raises an exception if the request object res is not retrieved properly and notice the open and close brackets

soup\_obj=bs4.BeautifulSoup(res.text,'html.parser')#res.text not res , html.parser is required to inform interpreter that the object is of html, not a mandatory one but raises an exception if not mentioned

elems = soup\_obj.select('#container > div > div.\_2c7YLP.UtUXW0.\_6t1WkM.\_3HqJxg > div.\_1YokD2.\_2GoDe3 > div.\_1YokD2.\_3Mn1Gg.col-8-12 > div:nth-child(2) > div > div.dyC4hf > div.CEmiEU > div > div.\_30jeq3.\_16Jk6d') #to get an parameter to be passed to the select object we need to right click on the object we need to parse and then click copy selector in edge ,chrome browsers and it might be mentioned as css in some other browsers

print(elems[0])

return elems[0].text.strip() #the above elems is a list and each element will have a text object, elem object will have tags as well and to remove them we choose elems.text to retrieve the text

price=get\_price('https://www.flipkart.com/realme-narzo-20-glory-sliver-64-gb/p/itm4ac58d879006d')

price

--automating a web browser for some tasks in python

from selenium import webdriver

browser=webdriver.Firefox()#this runs and opens new firefox window

browser.get(url) #this will open a new url in the opened tab of firewfox

elem=browser.find\_element\_by\_css\_selector('<unique css selector>')#for the element to operate on you should have to right click on the element and copy the unique css selector

elem1=browser.find\_elements\_by\_css\_selector('p')# this is similar to above syntax but it will fetch all the elements with p(paragraph) tag

#similarly you can find elements by class,id,link\_text,partial\_link,name,tag\_name

elem.click()#this will click the selected element

#to give an input to a field, you get the unique css selector and generate an element ibject as mentioned above, then follow below syntax

elem.send\_keys('<text to be entered>')

#there is no rule that each input box should have a submit button , but most of them will have , in the above example after entering text you want to click on search, but for that therre is no need to find the search button selector we can do that using elem.submit()

elem.submit() #this also works for submit buttons i think, have to play and search

browser.back() #this will navigate to previous step or previous url opened

browser.forward() # this will navigate forward

browser.refresh() #this will refresh the page

browser.quit() # this will close the browser

#to get a particular text element such as para

elem=browser.find\_element\_by\_css\_selector('<selector id>')

elem.text #this will have the text inside it

#to get all the content pass html or body tag

elem=browser.find\_element\_by\_id('html')

elem.text

--request module have get,post,put,delete,head,patch methods

--get method : will get url as input and the response method (calling request.get/put/post/delete/patch will return a response method) will contain the head and body of the url(text and all other content), that response method is a powerfull object which can give other details about the request method which had given the response object(ex:response.url will return the url which is passed as a parameter in the earlier request method)

--post request : a post request requests a web server to accept data enclosed in the body of the request message , most likely for storing it(url is not given as a parameter here)

--put method : the put method requests that enclosed entity to be stored under the supplied url, if the url is an existing resource then it is modified,or else a new resource is created.

--delete method: deletes the specified resource

--head method : similar to get request it accepts the url and returns the head of the response without body

--patch method : it has modifying capabilities , patch request should only contain the data that needs to be changed in the resource

as requests.method will return a response object there are many operations which we can perform with a response object.

ex:rm = requests.get(url)#here rm is a response object

rm.headers#returns a dictionary of response headers

rm.encoding#returns the encoding used to decode the response content as encoding format differs over a wide range

rm.elapsed#as the name suggests it will return the time elapsed between request sent and response recieved

rm.close()#will close the connection to the server

rm.content#will return the content of the response in bytes

rm.cookies#will return the cookie jar with cookies sent back from the server

rm.history#will return the llist of response objects the holding the history of request

rm.

# OS

## To get all the environment variables inside the python file

Import os

os.environ #will have an environ object which can be type casted to dictionary

var\_dict = dict(os.environ)

#var\_dict stores the list of variablenames as keys and their corresponding values as variables

## To fetch a particular variable

Import os

str\_value = os.environ['DJANGO\_SETTINGS\_MODULE']) #returns a str object

## deleting already existing variable

import os

del os.environ[<var>]

## to not to throw an error while deleting non existent variable

os.environ.pop(<var>, None)

## To create a directory only if doesn’t exist and not throw an error, if it already exists

os.makedirs(save\_dir, exist\_ok=True)

# poetry

poetry is a dependency manager in python.

You can install poetry using conda or pip (pip virtual env is suggested in documentation)

 It allows you to declare the libraries your project depends on and it will manage (install/update) them for you. Poetry offers a lockfile to ensure repeatable installs, and can build your project for distribution (so that it can be shared along peers for installing it in their machine).

## pyproject.toml

this file has some of the meta data and dependencies information which you get after add a new project using poetry or initialize poetry for an existing project

## Poetry commands

### adding poetry to a new project (project that is getting created now from scratch)

poetry new poetry-demo

this will create directory with the following content

poetry-demo

├── pyproject.toml

├── README.md

├── poetry\_demo

│ └── \_\_init\_\_.py

└── tests

└── \_\_init\_\_.py

### poetry init

if you want to initialize poetry for an existing project, this will create a pyproject.toml at the root folder

### poetry install

after you do **poetry init**, you can see that a pyproject.toml got created at the root folder, and you can add/remove the dependencies using **poetry add** or **poetry remove** commands, then if you are doing the poetry install for the first time, then after installation, you can see poetry.lock file getting generated at root folder.

#### poetry install --noroot

If you want to install the dependencies only, run the install command with the --no-root flag:

### poetry lock

if you are manually updating (ex: adding or removing a dependency from) pyproject.toml file you need to update poetry.lock file by running **poetry lock** command.

By default at first **poetry.lock** file is not generated, after you do **poetry install**

#### Important points to note - If poetry.lock already exists

If there is already a poetry.lock file as well as a pyproject.toml file when you run poetry install, it means either you ran the install command before, or someone else on the project ran the install command and committed the poetry.lock file to the project (which is good).

Either way, running install when a poetry.lock file is present resolves and installs all dependencies that you listed in pyproject.toml, but Poetry uses the exact versions listed in poetry.lock to ensure that the package versions are consistent for everyone working on your project. As a result you will have all dependencies requested by your pyproject.toml file, but they may not all be at the very latest available versions (some dependencies listed in the poetry.lock file may have released newer versions since the file was created). This is by design, it ensures that your project does not break because of unexpected changes in dependencies.

### poetry --version

Once poetry is installed in your machine, and its corresponding binary file location is added

### poetry self update

this will update poetry

### poetry update

if you manually update versions in pyproject.toml file, then you need to run command **poetry update,** this will update your packages and poetry.lock file as well

This will fetch the latest matching versions (according to your pyproject.toml file) and update the lock file with the new versions. (This is equivalent to deleting the poetry.lock file and running install again.)

### when you want to install/upgrade to a specific version

poetry self update <version>

### poetry add <package> - this is the way to specify dependencies

this will add the above mentioned package to pyproject.toml file directly and also install that particular version to your python environment

#### adding a version >=

ex: **poetry add bs4^2.1** will install bs4 version which is greater than or equal to 2.1 or equal to 4.12.2 (highest version as of today) and also add it as a dependency in pyproject.toml

#### adding a particular version

poetry add beautifulsoup4=4.12.1

#### adding particular version in range

poetry add plotly">=5.12,<5.13"

### poetry remove <package>

this will remove the package from the environment, also it will remove from the pyproject.toml

# pdb

pdb is a python package which is a debugger that is used to stop the execution at a certain point, where you think that the code might be having a bug

to debug along with the code and also to access the values that the interpreter holds in the previously executed lines, you can use

import pdb

pdb.set\_trace()

or

breakpoint()#no need of any imports for calling breakpoint()

when interpreter encounters set\_trace or breakpoint, it will stop the execution and shows the next line before which it has stopped execution the interpreter

a=1

breakpoint()

print(2)

in the above case, interpreter prints 1 and stays near print(2) without execution, as something like this

-> print(2)

(Pdb)

(Pdb) in the above piece of code shows that the pdb package is active

Arrow pointing to a line states previous lines (to the current line ex:a=1) have been executed and the interpreter is waiting for your operations like you can print the variable ‘**a’**

## Tips

* While debugging, if you are not sure, from where we are getting the exception, then place the whole code in try block and put an breakpoint in exception
* Also to print a stack trace of from where the code is exactly breaking, then give logger.exception(exc\_info =True)

from structlog import get\_logger

logged = get\_logger(\_\_name\_\_)

except Exception as error:

            breakpoint()

            logged.exception(exc\_info=True)

            print(error)

* If you are having nested for loops and a lot of code and you want to place a breakpoint at particular iteration, then

for data in scenario\_offers\_serializers.data:

if scenario\_offers\_serializers.data.index(data) ==6:

breakpoint()

* a

## help –

to get the list of all commands you can type help

-> with uow as unit\_of\_work:

(Pdb) help

Documented commands (type help <topic>):

========================================

EOF    c          d        h         list      q        rv       undisplay

a      cl         debug    help      ll        quit     s        unt

alias  clear      disable  ignore    longlist  r        source   until

args   commands   display  interact  n         restart  step     up

b      condition  down     j         next      return   tbreak   w

break  cont       enable   jump      p         retval   u        whatis

bt     continue   exit     l         pp        run      unalias  where

Miscellaneous help topics:

==========================

exec  pdb

### printing variables and values held by interpreter

let’s say from one python file we are calling a method which is in another python file, but before we call, there might be some variables which are assigned in the parent method, to get the variables that are assigned in parent methods and variables till the current line are stored and will be printed if you type **a** and press enter

if you want to know what does the option a do, you can use **help a**

(Pdb) help a

a(rgs)

        Print the argument list of the current function.

We now know that a will give the list of arguments that function holds, typing a will show the list of variable names and their corresponding values

(Pdb) a

scenario\_ids = '1001,1002'

kpi\_code = '1007'

category = 'segments'

uow = <apps.scenario\_comparision.unit\_of\_work.ScenarioMetricsUnitOfWork object at 0x7f69fe85f220>

### printing a particular variable

if you know a variable has been assigned in before lines, then by typing the name of the variable and pressing enter will give the value of the variable, this can be any variable which is in the current/parent methods

(Pdb) segments\_value

'1001'

#### Imp note

If you want to print a variable a, that will coincide with the inbuilt command a(rgs) so you can use

p (print) or pp (pretty print)

(Pdb) p a

1.0

(Pdb) pp a

1.0

### Interact

By typing this we can open an interactive terminal where we can access global and local names, also execute statements whose code exceeds more than one line

(Pdb) help interact

interact

Start an interactive interpreter whose global namespace

contains all the (global and local) names found in the current scope.

To get out of interactive mode and to get continue with debugging press ctrl+d

### continue or c

typing c will move your code to the next breakpoint, executing all intermediate lines in between

(Pdb) help c

c(ont(inue))

Continue execution, only stop when a breakpoint is encountered.

### list or l

will print few lines above and below the line which is to be executed (the line with the arrow mark ->)

(Pdb) l

         query\_string, sql\_param\_nos = qr.sp\_comparision(category)

         query\_string = query\_string.replace(

             "(%s)", "(" + ",".join(["%s"] \* len(scenario\_ids.split(","))) + ")"

         )

         breakpoint()

  ->     with uow as unit\_of\_work:

             df\_metrics\_raw = unit\_of\_work.get\_data\_df(

                 query\_string,

                 sql\_params[0 : sql\_param\_nos - 1 + len(scenario\_ids.split(","))],

             )

         if df\_metrics\_raw.shape[0] == 0:

### ll (long list)

will print more lines above and below the line which is to be executed (the line with the arrow mark ->)

(Pdb) ll

    def get\_metrics(

        scenario\_ids: str,

        kpi\_code: str,

        category: str,

        uow: unit\_of\_work.DjangoUnitOfWork,

    ):

        segments\_value = (

            StatusEnum.Segments.value

            if category == "segments"

            else StatusEnum.ProductCategory.value

        )

        """Return the metrics based on category, scenario Ids and KPI value input

        Based on the category scenario Ids and KPI, data is then filtered

        from the DB based on the metric names.

        Parameters

        ----------

        scenario\_ids

            List of scenario Ids

        kpi\_code

            Indicates the kpi code

        category

            To indicate the type of category like segments or product or overall.

        uow

            Unit of work to get the data from the DB.

        Returns

        -------

        list

            list of dicts if successful, empty list otherwise.

        """

        sql\_params = scenario\_ids.split(",") + [segments\_value, kpi\_code]

        query\_string, sql\_param\_nos = qr.sp\_comparision(category)

        query\_string = query\_string.replace(

            "(%s)", "(" + ",".join(["%s"] \* len(scenario\_ids.split(","))) + ")"

        )

        breakpoint()

 ->     with uow as unit\_of\_work:

            df\_metrics\_raw = unit\_of\_work.get\_data\_df(

                query\_string,

                sql\_params[0 : sql\_param\_nos - 1 + len(scenario\_ids.split(","))],

            )

        if df\_metrics\_raw.shape[0] == 0:

            raise NoDataError(sql\_params)

        # handle application specific exceptions

        df\_metrics\_raw["resp\_key\_col"] = df\_metrics\_raw[

            ["offer\_package\_name", "offer\_package\_id"]

        ].apply(lambda x: x[0] + "##" + x[1], axis=1)

        # use pandas filter fn instead of lambda

        df\_metrics\_raw["scenarios"] = df\_metrics\_raw[

            ["resp\_key\_col", "scenario\_value", "lift"]

        ].apply(

            lambda x: {x[0]: {"scenario\_value": x[1], "lift": round(float(x[2]))}}, axis=1

        )

        return dict(

            df\_metrics\_raw[["kpi\_name", "scenarios"]]

            .groupby("kpi\_name")["scenarios"]

            .apply(list)

        )

(Pdb)

### up,down and where

where- prints the stack trace (the order of execution which lead to current line)

up- a line up (from the current line) the stack trace

down- a line down (from the current line) the stack trace

(Pdb) help up

u(p) [count]

        Move the current frame count (default one) levels up in the

        stack trace (to an older frame).

(Pdb) help down

d(own) [count]

        Move the current frame count (default one) levels down in the

        stack trace (to a newer frame).

(Pdb) help where

w(here)

        Print a stack trace, with the most recent frame at the bottom.

        An arrow indicates the "current frame", which determines the

        context of most commands.  'bt' is an alias for this command.

### Quitting or exiting

If you want to exit or abort the execution

(Pdb) help q

q(uit)

exit

        Quit from the debugger. The program being executed is aborted.

(Pdb) help exit

q(uit)

exit

        Quit from the debugger. The program being executed is aborted.

### step or s

if the current line in the debugger is a function,

ex: remainder = division(num1,num2)

if you want to go inside the function, then s will help you do that

### next or n

(Pdb) help n

n(ext)

        Continue execution until the next line in the current function

        is reached or it returns.

### return or r

(Pdb) help r

r(eturn)

Continue execution until the current function returns.

no matter where you are in the current function, if you want go to the end of the loop, you can just give type return or r

**this is especially helpful if you are inside a loop, pressing c** **or r** **will help you solve the problem**

## clear or cl

(Pdb) help clear

cl(ear) filename:lineno

cl(ear) [bpnumber [bpnumber...]]

With a space separated list of breakpoint numbers, clear

those breakpoints. Without argument, clear all breaks (but

first ask confirmation). With a filename:lineno argument,

clear all breaks at that line in that file.

Bpnumber means breakpoint number

### jump or j

(Pdb) help j

j(ump) lineno

Set the next line that will be executed. Only available in

the bottom-most frame. This lets you jump back and execute

code again, or jump forward to skip code that you don't want

to run.

It should be noted that not all jumps are allowed -- for

instance it is not possible to jump into the middle of a

for loop or out of a finally clause.

# miscellaneous:

* easy print formatting to slip variables in strings, this belo

a='this is a'

b='this is b'

print(f'{a},{b}')

* os.system will help you execute shell commands
  + os.system('date') # will give current date
  + os.system('notepad')#will open notepad
  + os.system(‘ls’)
* Disadvantage of python dynamic typing (dynamic typing -no need to specify type of variable while typing):

a,b=’hello’,7

>>> a+b

Traceback (most recent call last):

File “”””, line 1, in

a+b

TypeError: can only concatenate str (not “”int””) to str

In languages like C++ and Java, adding the two variables will result in a compilation error since one is a string and another is an integer.

In Python, however, this is syntactically correct. When we run this code though, it results in a TypeError.

* Encapsulation and abstraction help us by hiding details and protecting the consistency of our data, but we also need to pay attention to the interactions between our objects and functions. **When one function, module, or object uses another, we say that the one depends on the other**

- (underscore) will store the latest assignment or the latest or the latest result.

-- you can also use else block for try except block, for block, while block as well

-In Python, functions are first class objects that means that functions in Python can be used or passed as arguments.

--"in" and "not in" operators return true or false about existence of an element/value in an iterable

--dir(variable/method/library) will print all methods that can be applied with that variable

--isinstance('sai',str) will return true if first parameter datatype matches with second parameter

--def power(num):

return num\*\*2

lis=[0, 1, 2, 3, 4, 5, 6]

squared=list(filter(power,lis))#filter will remove the elements in the iterable and return elements which are viable with the logic,whereas map will return the value which the function will return for better understanding remove filter and place map.

--filter: applies a certain condition to items in the iterable and rules out elements which are not viable with the logic

even\_lst=list(filter(lambda x:(x%2==0),lst))#very usefull

--from functools import reduce

def sum(x,y):

return x+y

lis=[0, 1, 2, 3, 4, 5, 6]

squared=reduce(sum,lis)

print(squared) #o/p:21

reduce will return a single value so we will not use list as we use list(map()

--default argument in function assigns a value to a variable in that function, if any value is assigned in function call, then that value is used instead of default value

--map,filter or reduce will have 2 parameters parameter 1 is the function and parameter 2 is the iterable

--a file with name abc.py containing code is called a module and name of the module is abc,to import that module we simply write abc.py

--to copy the content of a file to string in one line use:

from pathlib import Path

file\_path=r"C:\Users\saivinil.pratap\Downloads\backup db poc\member db\member bkp.sql"

query = Path(file\_path).read\_text()

--to check the mime type of a file in python

import mimetypes

print(mimetypes.MimeTypes().guess\_type(<path of file>)[0])

-- there is no direct do while loop in python, but you can use the below structure:

while(True):

if(condition)#the condition for which you want to exit from the loop

break

--shelve in python:

import shelve#this works exactly like dictionary with a small difference as it can be stored and called from anywhere in the memory

shelfFile=shelve.open('mydata')#This creates mydata.bak mydata.dir mydata.dat files in the current folder(or current working directory) as the path passed is a relative one , if the path is absolute then the before mentioned 3 files will be created in the mentioned absolute paths

shelfFile['people i love']=['ANITHA','BADRI','LATHA','AKSHAY','NEERJA','MYSELF']#this is key value declaration

print(shelfFile['people i love'])#this will print all the values that are under the current key

shelfFile['people i hate']=['I HATE NO ONE']

print(shelfFile['people i hate'])

shelfFile['1']='1'

print(list(shelfFile.keys()))#will print all the list of keys that are under the current shelfFile object based on the path passed in sheshelve.open() method

print(list(shelfFile.values()))# this will return a list of elements which are declared on current shelfobject

shelfFile.close()

--

You can see which Python interpreter you're running by doing:

>>> import sys

>>> sys.executable

-to check the location of the package

import <package name>

<package name>.\_\_file\_\_

-to install package directly from jupyter

!pip install <packagename>

-to check version of python

from platform import python\_version

print(python\_version())

-environment error while installing packages can be removed if we try using admin mode

--decorators in python:

let us say we have some function in some class which is to be imported into the current class and you need to do changes to the mthod but not in the class from which it is imported but in the current class then we can use decorators

def div(a,b):

print(a/b)

# it will return the division of a/b but if you need to only get numbers > 1 we need to have the bigger number in the numerator so we can use decorators to alter the function as below,this is a very small introduction for decorators

def smart\_div(func):

def inner(a,b):

if a<b:

a,b=b,a

return func(a,b)

return inner

div=smart\_div(div)

div(2,4)

--variable arguments usage in python:

fav\_col=['pink','orange','green']

def fav\_col\_printer(\*col):

print('my fav colors are ' , ', '.join(\*col))

print('printing a list using \*',\*fav\_col)

fav\_col\_printer(fav\_col)

#here no matter how many colors you chose the code will run fine as it obeys variable argument usage.

--operator overloading:

#operator overloading through classes

class inti:

def \_\_init\_\_(self,num):

self.num=num

def \_\_add\_\_(self,other):

summ=self.num+other.num

print('the sum of 2 numbers is '+str(summ))

n1=inti(5)

n2=inti(6)

n1+n2

#here operator overloading is happening as \_\_add\_\_ is the default method of addition but we have over rided the method by calling it in the current class so if we add 2 objects it is calling the locally defined \_\_add\_\_ method this is called operator overloading in python in similar way we can override all the methods we obtain using dir(datatype) option

--method overriding

a=1

# print((a.\_\_str\_\_()))

print(a)

class inp:

def \_\_init\_\_(self,inti,inti2):

self.inti=inti

self.inti2=inti2

c=inp(1,2)

print(c)

class inti:

def \_\_init\_\_(self,inti,inti2):

self.inti=inti

self.inti2=inti2

def \_\_str\_\_(self):

# print(type(self.inti))

return '{} {}'.format(self.inti,self.inti2)

b=inti(1,2)

print(b)

print(b.\_\_str\_\_())

#when we try to print an object by default it will call(even if we call or not) the .\_\_str\_\_() and by default \_\_str\_\_() will return the address of the object, but in some exceptional cases if the object is storing an inbuilt datatype it will print the value the variable holds see the printing of variable a b and c in above example, this is an example of method overriding because the default \_\_str\_\_() method is getting overriden by the current declared method, THIS STRING METHOD SHOULD BE DEFINED IN SUCH A WAY THAT IT COVERS AND OUTPUTS ALL MEMBERS OF A CLASS, consider the below example.

-

class MyClass:

x = 0

y = ""

def \_\_init\_\_(self, anyNumber, anyString):

self.x = anyNumber

self.y = anyString

def \_\_str\_\_(self):

return "the Myclass contains {} as a number and {} as a string".format(self.x,self.y)

myObject = MyClass(12345, "Hello")

# even though the the below print statements are different they give the same output(if the str method is not overrided, if it is overrided repr method will give different results), because when an object is instantiated in the class, it will populate this str method involuntarily and if you print the object it will call str method involuntarily.

print(myObject.\_\_str\_\_())

print(myObject.\_\_repr\_\_())

print(myObject)

-but if the \_\_repr\_\_ method is overrided then the output for class.\_\_str\_\_(), and other print statements used in the below program return the same results

class MyClass:

x = 0

y = ""

def \_\_init\_\_(self, anyNumber, anyString):

self.x = anyNumber

self.y = anyString

def \_\_repr\_\_ (self):

return "the Myclass contains {} as a number and {} as a string".format(self.x,self.y)

myObject = MyClass(12345, "Hello")

#the below print statements will return the same values.

print(MyClass.\_\_str\_\_(MyClass(1,'23')))

print(myObject.\_\_str\_\_())

print(myObject)

print(str(myObject))

print(myObject.\_\_repr\_\_())

--method overloading: though we dont strictly have an method overloading function in python(as we cannot declare two methods with same name and one more other reason is python is dynamically typed language and you cannot have two methods with same name and same parameters and different datatypes as python determines the datatype dynamically and therefore no need of having two methods declared with same number of parameters and different data types) the closest we can come is with the example below or by using keyword arguments

ex:

from multipledispatch import dispatch

#passing one parameter

@dispatch(int,int)

def product(first,second):

result = first\*second

print(result);

#passing two parameters

@dispatch(int,int,int)

def product(first,second,third):

result = first \* second \* third

print(result);

#you can also pass data type of any value as per requirement

@dispatch(float,float,float)

def product(first,second,third):

result = first \* second \* third

print(result);

#calling product method with 2 arguments

product(2,3,2) #this will give output of 12

product(2.2,3.4,2.3) #

--stream methods return a value but the value which it stores will remain intact, for example if you call a method upper it will give a different result, but the value it stores stays the same

ex:

s='this is original string with small case letters'

print(s.upper(),s)#here s will not change

--print()#this will print a empty line

-- the difference between string and list is that

1:string is immutable whereas the list is not

ex:strp='hiiii',strp[3]='p' #will result in an error

--getting precision up to n decimal places

1:print('%.2f'%4.346)#output:4.35

2:print('{0:.8f}'.format(4))# will print 4.35

3:print(round(5,4)) # will print 5 ,

but

print(round(5.1654435,3))#will print upto 3 decimal places i.e, 5.165

?<any variable or method or function or package> will give its type,string,file location and docstring

-- if a python instruction evaluates to a single expression it is a expression or else it is a statement

-- interactive shell or (interpreter) evaluates one instruction at a time, file editor (such as notepad or any file generating program which can hold multiple instructions and save them as a python file with .py extension)

--

name=input()

if name:

print('name is entered')

else:

print('nothing is entered')

here if name is not entered it will go to else loop because empty string is treated as false by python

0,0.0,'' are treated as false by python

--None returns nothing(type it in interpreter and you can see by yourself)

a function without any return statement will return none

--main function in python will be something like this

if \_\_name\_\_== '\_\_main\_\_':

#enter code here

--

the below code will calculate ((input1^input2)+(input3^input4))

if \_\_name\_\_=='\_\_main\_\_':

print (pow(int(input()),int(input()))+pow(int(input()),int(input())))

--str\_list = ['A', 'C', 'F']

syntax for combinations: itertools.combinations(list\_of\_strings,count\_of\_strings)

list(itertools.combinations(str\_list,2))o/p:[('A', 'C'), ('A', 'F'), ('C', 'F')]

list(itertools.permutations(str\_list,2)o/p:[('A', 'C'), ('A', 'F'), ('C', 'A'), ('C', 'F'), ('F', 'A'), ('F', 'C')]#position starts with p and permutation starts with p and position also matters in permutations, that means ('A','C') is different from ('C','A')

--chr(unicode code point) will return symbol in string format of the character

print (chr(176))# and check output,other type convertrs are int,str,float,ord,hex,oct,list,tuple,dict,set,complex

--bin(number) will return binary from of number

ex:bin(7) will return '0b111'

--the first line of all python programs should be a shebang line.

begins with a #!

in windows it is:#! python3

in osx: #!usr/bin/env python3

in linux: #!usr/bin/python3

in windows python.exe will read the shebang line at the top of the python source code and will decide which version of python should run the script

--sys.argv will store the path of the python file(the file which is called for running) and all other command line arguments(parameters that are passed as inputs for program to execute) that are passed along with while running the file in list of strings format

--python supports batch file execution,a batch file will run lot of commands that contains in itself at once.(will have .bat extension)

--for \_ in range(5):

print('hi)

#will print hi for 5 times even if you did not use any iterable in for statement

--when you use an object as a default argument in function and if the function is called more than once and if you have some variables in def \_\_init\_\_(self): of the default object which is used as a parameter then they will not get initialized again and the old initialized/changed values (when it is called for the first time will be used again and this will lead to an error.

-- when input is passed to a program the value is treated as string initially, to cast it into the type we need programmers follow the conventional way mentioned below the datatype mentioned below is user specific:

input\_list=list(map(datatype,input().rstrip().split()))

my approach: input\_list=[int(i) for i in input().split()]

-- if you are operating on a variable which is declared in a for loop and incrementing or decrementing it in the same loop is a mistake

ex:if you want to print values form 1 to 10 then

for i in range(10):

i=8+i

print(i)#this will not give the same result

-- placing a r before a string will make the interpreter treat it as a raw one and when a string is raw it treats escape sequences as escape sequences and make its functionality work, if there is a single slash,it wont check what is its adjacent character and thereby avoids unexcpected escape seuence getting reflected

ex:

#here in the below example first is a raw string so a single slash is treated as single slash, but if the string is not a raw sting we have to mention double slash as an escape sequence for a slash is to mention it as a double slash.

print(r"C:\Users\saivinil.pratap\Desktop\PractitionerDataModel\_v0.xlsb.xlsm","C:\\Users\\saivinil.pratap\\Desktop\\PractitionerDataModel\_v0.xlsb.xlsm")

-- escape sequences help us to include characters in a string which are hard to type

-- when you try to divide a number by zero, it raises an error (ZeroDivisonError) and there are many such errors and an error will cause the program to crash and we have to avoid the crash because it will prevent the program from running,to prevent errors we can use exception statements,in layman terms python doesn't know how to carry on with improper data and it also does not want to run program with improper data

ex:

num=input()

try:

if int(num)>=0:

print('dividing 20 with input number gives',20/int(num))

else:

print('please enter positive number')

except ZeroDivisionError:

print('you cannot divide a number by zero')

except:

print('please enter input in number format')

-int('05') will print 5

-x, y, z, n = (int(input()) for \_ in range(4)) #crisp code to accept for 4 consecutive inputs

-print('Hello',first,last+'!','You just delved into python.')#here , will replaced by an empty space ' ', whereas + will make the concatenation next to it without any space in between, as the name represents in english when you have comma between the wods you have to take a pause and then continue reading,the same way comma will use a space similar to pause in english language, and + in math will add 2 values,in the same way python uses + between strings to concatenate them immediately

-batch files achieves the automation, you can include a syntax

syntax:@py <path of the script to be executed> %\*

the star at the end takes the command line arguments as input i.e, sys.argv[0] will be the path of the script and the other inputs after that seperated by space are sent as commandline arguments

after you save the file as a batch file (with .bat extension) , then declaring that file containing folder in the path variable of system variable. so that on pressing windows+r we can directly type the name of the bat file which in turn executes the python script inside it.this saves a lot of time when we want to run scripts periodically

* To find the location of installed package, use interpreter, then import <package>, then <package>.\_\_file\_\_
* When you give export FLASK\_APP=<script\_name.py> the script name is treated as package, when you try to give **flask run** to run the app, \_\_name\_\_ will store the name of the script , because the script is being treated as package, if you give python\_script.py **here, the script is being run as the main program** to run the app, then \_\_name\_\_ will store \_\_main\_\_ and then the code under \_\_name\_\_==’\_\_main\_\_’ will get executed
* when you are facing package not found error even after installing them, then the interpreter is not able to find it, then you can check the python version that is set, and then install package in that version
  + syntax: <python version> resolve pip install <package name>
* setting python 3.5 as default interpreter on centos:
  + sudo ln -fs /usr/bin/python3.5 /usr/bin/python
* when you activate both pip and conda virtual environment, afaik the environment which is activated later will be active until it is deactivated. You can check this by checking which python environment is active by giving “which python” command
* --Compared to more widely used technologies like JDBC (Java DataBase Connectivity) and ODBC (Open DataBase Connectivity), Python’s database access layers are a bit underdeveloped.
* --str="Text may contain stop words like ‘the’, ‘is’, ‘are’. Stop words can be filtered from the text to be processed. There is no universal list of stop words in nlp research, however the nltk module contains a list of stop words.

You can add your own Stop word. Go to your NLTK download directory path -> corpora -> stopwords -> update the stop word file depends on your language which one you are using. Here we are using english (stopwords.words(‘english’))."

str.count("the")

## types of casings

snake casing: each space is replaced by underscore

ex: **foo bar** is converted as **foo\_bar**

camel casing: each words starting letter is capitalized and spaces are removed, except the first letter

ex: **foo bar** is converted as or  **foo\_Bar**

pascal casing: each words starting letter is capitalized and spaces are removed, including the first letter

ex: **foo bar** is converted as **Foo\_Bar**

## creating directory in python using pathlib

import pathlib

output\_dir = "/opt/ml/processing/evaluation"

pathlib.Path(output\_dir).mkdir(parents=True, exist\_ok=True)

## StringIO in python

This method reads a string and converts all expected types correctly and converts them in to a dataframe #have to play with it and check

import pandas as pd

from io import StringIO

input\_data = "1,2,3,4,5,6.0,a"

df = pd.read\_csv(StringIO(input\_data), header=None)

print(type(list(df[6])[0]))

## Ducktyping

if an object walks like a duck,quacks like a duck,swims like a duck then the "object" is a duck, this ducktyping happens in python, i.e, if a number is assigned to a variable then the variable can perform all the tasks an integer can perform similarly if a string is assigned to the same variable then the variable can perform methods related to string object such as 'isdecimal','isdigit','isidentifier'. PYTHON OBEYS DUCK TYPING.

## logging in python

-- logging data in program to a text file while running

'''logging is divided in to 5 categories and it has some priority

below are the 5 categories:

1:logging.DEBUG

2:logging.INFO

3:logging.WARNING

4:logging.ERROR

5:logging.CRITICAL

HERE THE ORDER OF PRIORITY IS DEBUG being the least and CRITICAL being the highest, this is useful when we disable it when we disable a log of particular order,then the priority logging messages will be disabled provided that they have less priority than the current priority logging category

syntax:logging.disable(category)

'''

# logging.disable(logging.ERROR) will ignore ERROR,WARNING,INFO,DEBUG categories

import logging

# logging.basicConfig(filename=r"C:\Users\saivinil.pratap\Desktop\log.txt",level=logging.DEBUG,format='%(asctime)s - %(levelname)s - %(message)s') #this syntax will save the log message in the specified destination as text file

logging.basicConfig(level=logging.DEBUG,format='%(asctime)s - %(levelname)s - %(message)s') #this will just print log messages on the console

logging.debug('start of the program')

def factorial(n):

logging.debug('start of factorial (%s)' % (n))

total=1

if n < 0:

logging.critical('entered value is %s we cant calculate value of a negative number',(n))

return None

for i in range(1,n+1):

total \*=i

logging.info('i is %s,total is %s' % (i, total))#notice there are no commas and parameters are in ()

logging.info('return value is %s'%(str(total)))

return total

print(factorial(-1))

logging.debug('end of program')

# pending formattings

arrange [import heading](#_import:) properly in to sub headings

# topics to learn:

from collections import Counter, OrderedDict

str.maketrans

--check os and sys functionalities completely in python(incomplete)

--recursion problems

--WHY IS MAIN SURROUNDED BY \_\_

--https://www.geeksforgeeks.org/decorators-in-python/

# Hashtags used

* #need clarity : to dig deeper and to understand
* #last stopped point : reading last stopped at this point
* #have to play with it and check : when you know some piece of code and not sure of how it works and you want to spend some time on it later on.
* #incomplete: need to fill pending information
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